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  void returnAnArray(F90Array<int,2> &); 

  F90Array<int,2> A; 
  returnAnArray(A);



 

 

  void useAnArray(F90Array<int,2> &);

  long lower[2] = {1, 1};
  long upper[2] = {100, 100};

  F90Array<int,2> B(lower, upper);
  useAnArray(B);

 

  F90Array<int,2> returnAnArray();

  F90Array<int,2> C = returnAnArray();



 

class ArrayDesc {
 public:

  enum DataType {    
    Int1 = 1, Int2, Int4, Int8, Logical1, Logical2, Logical4,
    Logical8, Real4, Real8, Real16, Complex4, Complex8, Character
  };

  //
  // Get accessor functions
  //

  int rank() const;
  DataType dataType() const;
  void* address() const;
  void getDimensionInfo(int r, long& lower, long& upper) const;

  //
  // Set accessor functions
  //

  void rank(int r);
  void dataType(DataType dt);
  void address(void* addr);
  void setDimensionInfo(int r, long lower, long upper);
};

 

template <typename ELEMENT_TYPE, int RANK>
class F90Array {
 public:

  //
  // Constructor and destructor methods.  The default constructor
  // creates an empty array to be filled in later by a call to a
  // Fortran function returning an array.  The lower and upper
  // parameters to the constructor are arrays containing the lower
  // and upper index for each dimension.
  //

  F90Array();
  F90Array(long* lower, long* upper);
  ~F90Array();

  //
  // Array indexing operators
  //



 

  ELEMENT_TYPE & operator[](const int& x);
  const ELEMENT_TYPE & operator[](const int&) const;
  operator ELEMENT_TYPE*();
  operator const ELEMENT_TYPE*() const;

  //
  // Accessor methods returning meta information about the array
  //

  int rank() const;
  ArrayDesc::DataType dataType() const;
  ELEMENT_TYPE* address() const;
  void getDimensionInfo(int r, long& lower, long& upper) const;
};
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