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Abstract—Open Charge Point Protocol (OCPP) 1.6 is widely
used in the electric vehicle (EV) charging industry to communi-
cate between Charging System Management Services (CSMSs)
and Electric Vehicle Supply Equipment (EVSE). Unlike OCPP
2.0.1, OCPP 1.6 uses unencrypted websocket communications
to exchange information between EVSE devices and an on-
premise or cloud-based CSMS. In this work, we demonstrate two
machine-in-the-middle attacks on OCPP sessions to terminate
charging sessions and gain root access to the EVSE equipment
via remote code execution. Second, we demonstrate a malicious
firmware update with a code injection payload to compromise an
EVSE. Lastly, we demonstrate two methods to prevent availabil-
ity of the EVSE or CSMS. One of these, originally reported by
SaiFlow, prevents traffic to legitimate EVSE equipment using a
DoS-like attack on CSMSs by repeatedly connecting and authen-
ticating several CPs with the same identities as the legitimate CP.
These vulnerabilities were demonstrated with proof-of-concept
exploits in a virtualized Cyber Range at Wright State University
and/or with a 350 kW Direct Current Fast Charger at Idaho
National Laboratory. The team found that OCPP 1.6 could be
protected from these attacks by adding secure shell tunnels to
the protocol, if upgrading to OCPP 2.0.1 was not an option.

Index Terms—Electric vehicle charging, cybersecurity, OCPP,
cyberattack, cyber-resilience

I. INTRODUCTION

The rapid expansion of electric vehicles (EV) globally
creates a need for charging stations. In the US, the 2021
Infrastructure Investment and Jobs Act (IIJA) allocated $7.5
billion in EV charging infrastructure which is being rolled out
through the National Electric Vehicle Infrastructure, (NEVI)
Formula Program [1]. The US Inflation Reduction Act further
provides tax credits for the purchase of new and used EVs
and California plans to eliminate the sale of new internal
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combustion engine-powered vehicles by 2035 [2]. In a March
2023 White House press release, the Biden administration reaf-
firmed its intent to move to 100 percent zero-carbon emissions
vehicle (ZEV) light-vehicle fleet by 2027 and medium-vehicle
fleet by 2035 [3]. Continued legislation to promote EVs is
a clear indication of political will to rapidly transition to a
zero-carbon emission transportation infrastructure. Charging
stations in the US are poised to expand to 35 million by
2035 [2]. The swift growth of charging infrastructure connects
two sectors not previously connected with fossil-fuel powered
engines: transportation and the electrical-grid [4]. This large
shift to EVs and associated charging infrastructure creates new
cybersecurity threats to the transportation and energy sectors
(3]

The attacks described in this research explore Electric
Vehicle Supply Equipment (EVSE) vulnerabilities that present
threats categorized as consumer, commercial, and strategic
risks. In the consumer category, personally identifiable in-
formation (PII) and financial information are vulnerable to
interception due to machine-in-the-middle (MITM) attacks
against the link between the EVSE and Charging System
Management Services (CSMS). These attacks can result in
credit card fraud and identity theft. Commercial impacts
include risks of energy-theft and system availability due to
MITM, Log4Shell, and denial-of-service (DoS) attacks [6],
[7]. The long term impact is loss in profits and damage to
the reputation of a company, both short- and long-term. All of
these attacks can have a strategic impact. The consequences
of adversaries achieving root access to EVSE and CSMSs
can result in disruption to power-grid configurations, delays
to federal emergency response, and disruption to EV-powered
transportation supply chains of goods and services nation-wide
(8.

There is currently no industry requirement for this com-
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munications link, but one protocol gaining popularity is the
Open Charge Point Protocol (OCPP). OCPP is a global open-
source protocol that controls the communication between a
Charge Point (CP), which is the EVSE, and a Central System
(CS), which is the CSMS [9]. The protocol is supported
by the Open Charge Alliance (OCA) with more than 220
member-companies active in the electric mobility area [10].
Currently OCPP is being used in 148 countries and has over
65,000 installed and operating charging stations [2]. OCPP
has two primary versions in use, i.e., OCPP 1.6 and 2.0.1,
which communicate using either SOAP (Simple Object Access
Protocol) or JSON (JavaScript Object Notation). The JSON
version is indicated with a “j” in the version string, e.g., OCPP
1.6j, and the SOAP version is indicated with an “s” in the
version. While 2.0.1 is gaining ground, OCPP 1.6; is still the
most widely used version.

Vulnerabilities for OCPP 1.6 are continuously examined
in the current literature [11]]. Friedland discussed issues in
the event of an adversary gaining OCPP 1.6 network access
[12]. Alcaraz et al. and Rubio et al. discussed
MITM vulnerabilities in OCPP, which would allow fraudulent
charging or disruption of power system operations at the
aggregate level. SaiFlow found weak authentication policies
with OCPP and connections between CPs and CSs could be
disrupted by falsifying additional connections to the CS [15]].

In this work, we show several OCPP 1.6 proof-of-concept
exploits in a virtual Cyber Range and on a 350 kW Direct
Current Fast Charger (DCFC) EVSE to gain root access to
the EVSE, lock out legitimate users, and terminate charging
sessions. Then, we demonstrate a method of preventing these
attacks by protecting OCPP 1.6 communication channels
using Secure Shell Tunnels (SSH) tunnels. The remainder of
the paper is structured as follows: Section 2 describes the test
environments; Section 3 covers the development of and results
from exploits used within the OCPP Cyber Range and 350 kW
EVSE at Idaho National Laboratory (INL); Section 4 presents
the results; and Section 5 concludes the paper.

II. TESTING ENVIRONMENTS
A. OCPP Cyber Range

The OCPP Cyber Range is a Python-based client-server
environment built from the MobilityHouse code base [16].
Both the OCPP client and server programs are operating
system (OS) agnostic. For this research, the environment was
deployed on multiple VirtualBox Ubuntu virtual machines
(VMs) that represented the CP and CS server, along with a
Kali Linux VM that represented an adversary on the same
network, as shown in Figure [I]

The OCPP Cyber Range configuration consists of four main
components that can be divided into two main subsections,
the OCPP client and OCPP server. In the current system
configuration the OCPP client’s IP address is 192.168.50.220
and the OCPP server’s IP address is 192.168.50.151. The
client and server each have two parts to their communications
process, the websocket, enabling the communication between
the OCPP client and OCPP server, and an asynchronous
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Fig. 1. The OCPP communication networks use within the Wright State
University OCPP Cyber Range and at located at INL.

HTTP server, i.e., aiohttp server [17], [18]], used to handle
asynchronous communication between an external system op-
eration and the OCPP entities, i.e., client and server requests
between servers and communication between the external
operator and the OCPP client or server. The aiohttp server
enables this by creating a single object that can be re-used
for multiple individual requests and by default can make
connections with up to 100 different servers at a time. Each
system (OCPP client and server) is hosted in a separate Ubuntu
VM. The adversary machine is a Kali Linux VM hosted on the
same laptop as the OCPP client and server with an IP address
of 192.168.50.63.

In the interest of testing the Log4Shell attack several ad-
ditions were added to the base system in order to provide
the infrastructure required for the attack. The Log4j version
2.14 was used in the client’s logging framework in order
to enable the Log4Shell attack. On the adversary machine,
Light-weight Directory Access Protocol (LDAP), HTTP, and
File Transfer Protocol (FTP) servers were added.

B. EV Charging Laboratory at INL

The testbed at INL Electric Vehicle Infrastructure Labora-
tory (EVIL) includes a 350 kW DCFC EVSE connected to a
Java-based SteVe OCPP 1.6j CSMS server [20] running on a
Raspberry Pi 3B. The EVSE included one Combo Charging
System (CCS) and one CHAdeMO charge port [22],
RFID card swipe, and a front panel display for EV drivers to
interact with the charger. It was possible to configure a URL
in this EVSE to connect to an OCPP server, which in this case
was the SteVe server located on the same local subnet as the
simulated adversary machine. This communication network
configuration is also shown in Figure [I]

III. EXPLOIT DESIGNS AND RESULTS

A total of five proof-of-concept (PoC) exploits were created
and tested in the OCPP environments. The environments where
each PoC was executed is shown in Table [ Two types of
attacks were tested utilizing the OCPP Cyber Range:



e PoC #1: MITM used to modify firmware update process
in order to exploit Log4Shell to gain root access to the
EVSE

o PoC #4: Denial-of-service (DoS) vulnerability on the CS

Another set of PoC exploits were demonstrated on the EVSE
at INL:
o PoC #2: MITM used to terminate the charging session
o PoC #3: A malicious firmware update with code injection
to add a new user
o PoC #5: The SaiFlow Denial-of-service (DoS) vulnerabil-
ity where several falsified CPs connect to a CS to prevent
legitimate communications

A. PoC #1: MITM Malicious Firmware Update with Log4Shell

As discussed by TrendMicro [23]], there is a risk of
Log4Shell (CVE-2021-44228 [24]])) exploits reaching Java
software running in either the electric vehicle or the EVSE.
The risk is that remote code execution from this deserialization
attack would allow an adversary to install new accounts, SSH
keys, or establish a remote, persistent connection with the
EVSE equipment. To demonstrate this vulnerability, a simple
Java program processed the Update Firmware payload in the
OCPP Cyber Range to allow superuser remote code execution
on the EVSE.

The Log4Shell vulnerability is caused by a flaw in the way
information is retrieved by the Java Naming and Directory
Interface (JNDI) API and logged by the Log4j library. Instead
of information being logged, the system takes the retrieved
information and attempts to execute it as a command. This
creates a situation where attackers can cause remote code
execution (RCE) or escalation or privileges by forcing the
target machine to receive messages from a malicious LDAP
server controlled by the attacker. JNDI is a an Application
Programming Interface (API) of the Log4j library, which was
added in 2013 and its purpose is to assist with data storage and
retrieval [25] in terms of producing the naming and directory
functionality to software written in Java. It is noted that in
order to use JNDI the system must have at least one service
provider such as LDAP.

As far as the LDAP is concerned, it is an open, vendor neu-
tral application for retrieving data such as printer connections,
user names, passwords, or other static data within directories
[26]. The LDAP server allows for multiple databases to be
stored in one location and gives users the ability to find
information about organizations, persons, etc.

For this attack, a MITM technique was used where the
attacker positioned themselves between two legitimate par-
ties in order to hijack the communication link between the
OCPP entities [27]. First, we assume that the attacker has
achieved access to the local network that the OCPP client
and the OCPP server belong to. Afterwards, an ARP (Address
Resolution Protocol) spoofing (or ARP cache poisoning) attack
is performed in order to intercept and modify network traffic
between the client and the server [28]. The attack involves
sending falsified ARP messages to the local network. By doing
so, the attacker associates their own MAC address with the IP

TABLE I
POC EXPLOIT DEMONSTRATION LOCATIONS

PoC Cyber Range | 350 kW EVSE
#1 MITM Log4Shell Firmware Update X

#2 MITM Stop Charging Session X

#3 Code Injection Firmware Update X

#4 DoS the CSMS X

#5 DoS with Unauthenticated CPs X

address of the OCPP client’s device, causing the OCPP server
to send traffic meant for the OCPP client to the attacker’s
machine instead. Therefore, the attacker is able to eavesdrop
on the communication, inject malicious packets, and/or modify
the content of the communication. Last, there is a Log4j-based
vulnerable Java application processing the OCPP websocket
payloads on the EVSE.

Figure |2| depicts the overall sequence for the Log4Shell
attack. At a high level, there is a “Firmware Update” request
from the OCPP client to the server. The server response is
intercepted and a new malicious file is downloaded to the
EVSE. This file includes the LDAP request that pulls down
a malicious Java class, Exploit.class, from the adversary that
establishes a Netcat connection to the adversary.

Walking through this process in more detail, here are the
individual steps:

1) The Java-based EVSE Management Software sends a
request to the OCPP client to “request firmware update”
from the OCPP server.

2) The OCPP client sends an HTTP request to the OCPP
server.

3) The OCPP server sends the FTP location and file
back to the EVSE through a websocket connection.
In this case, the location to retrieve the firmware up-
date is 192.168.50.151 and the filename is firmwareUp-
date.conf.

4) The firmware update information is intercepted by the
“mitmdump” [29] on the attack machine, which is
monitoring the websocket connection between the OCPP
server and the OCPP client. Using a websocket injection
script, “mitmdump” scans each packets for the “Up-
dateFirmware” command. When it finds this packet it
modifies the location and filename of the update file
prior to relaying the message to the OCPP client. These
modifications change the IP address of the firmware
update file to the malicious FTP server on the attacker’s
machine (IP address: 192.160.50.63) and the filename to
the name of the malicious file (malicious.conf) on the
attacker’s FTP server.

5) The OCPP client receives the “initiate firmware update”
command and sends it back to the Java management
software for processing.

6) The Java code sends a request to the FTP server
to retrieve the “firmware update” file. Utilizing
the maliciously changed address and file name,
received in the previous step, the Log4j extension
receives the “malicious.conf” file from the attacker’s
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Fig. 2. Sequence diagram of the Log4Shell attack on the OCPP session using the “Update Firmware” request

FTP server. The “malicious.conf’ file consists
of a single line of code {“FirmwarePath”:
“$ {jndi:ldap://192.168.50.63:1389/Exploit”}

{“RetrieveDate”: “19 April 2023”}. The first part of
the code tells the Log4j extension to utilize the JNDI
API to contact the LDAP server. The next part of the
code is the IP address and port number to the attacker’s
LDAP server and finally the malicious Java class, i.e.,
Exploit.class, and date to retrieve the file.

Log4j in the EVSE’s Java code processes the mali-
cious.conf which causes Log4;j to contact the adversary’s
LDAP server and request the Exploit.class per the de-
scribed Log4shell vulnerability.

The LDAP server receives the request for Exploit.class
and it then forwards that request to the adversary’s HTTP
server which returns Exploit.class with the the Netcat
payload. The payload is shown in Figure [3]
Exploit.class is downloaded by the Java tool and exe-
cuted.

A Netcat session from the EVSE is initiated with the
adversary, who had previously created a Netcat listener.
The adversary has now persistent root shell access on
the EVSE equipment.

7)

8)

9)
10)

11)

The impact of this PoC exploit occurs when processing the
“Exploit.class” by Log4j. Rather than simply logging the in-
formation (e.g., the “Exploit.class” name), Log4;j facilitates the
processing of the malicious code, including the “Exploit.class”
file, as an executable command, leading to its unintended

try {
Process p = pb.start(};
Thread t = new Thread{new InputStreamConsumer{p.getInputStream()));

t.start();
int exitCode = p.waitFor(};
t.join();

Funtime.getRuntime() .execi*ncat -1 4444 -e /bin/bash®);
} catch (IDException | InterruptedException ex) {
ex.printStackTrace();
}

return null;

Fig. 3. Code snippet in the Exploit.class that opens a bash terminal and starts
the Netcat utility

execution (see Step 11 in Fig. ). When the “Exploit.class”
is executed on the EVSE, it starts a Netcat utility on the
OCPP client machine with root access to the system. Once
obtaining access to the operating system, the adversary can
examine all running processes, locate credentials, establish al-
ternative persistence mechanisms, install kernel-mode rootkits,
and search for any upstream connections to the EVSE vendors
cloud services — potentially allowing the adversary to pivot to
additional EVSE equipment.

This attack will only work for EVSE devices that have
vulnerable Java-based management code, but it shows the risk
of having unencrypted OCPP communications. Any of the data
running between the OCPP client and server could be modified
to trigger these types of sophisticated cyber kill chains.



B. PoC #2: MITM Stop Charging Session

This MITM attack was performed on the websocket channel
between the EVSE and CSMS server at INL. An adversary
on a Linux machine was on the same subnet as these devices.
To carry out this PoC, the adversary first used the Ettercap
tool [30] to perform an Address Resolution Protocol (ARP)
spoofing attack on the websocket communication channel
between the EVSE and the CSMS server. Specifically, the
adversary sends fake ARP messages to associate his MAC
address with the IP address of the EVSE, redirecting all traffic
to his machine. This allows the adversary to intercept and read
all messages exchanged between the EVSE and the CSMS
server on the fly.

Once the ARP spoofing is successful, the adversary sets
up port forwarding from the Ettercap listening port to a
mitmproxy [29] port, where the mitmproxy is an open-source
HTTP(S) proxy used to inspect, decode, modify, and replay
websocket traffic. The mitmproxy server operates as a reverse
proxy between the DCFC and CSMS server. The adversary
can then use the mitmdump tool command, similarly to the
previous PoC, to intercept and manipulate websocket messages
between them in real-time.

To demonstrate the PoC, the adversary utilizes a Python
live script running on the mitmproxy server that injects pack-
ets in an automated manner. The live script waits for and
captures the StartTransaction message from the EVSE to the
CSMS server, which indicates the start of a charging session
and the associated transaction ID. Then, the adversary mali-
ciously transforms a subsequent websocket message, such as a
MeterValues message, to a RemoteStopTransaction message.
Upon successful transmission of the RemoteStopTransaction
websocket message to the targeted OCPP client, the charging
session is terminated. This termination can be sent at a time
of the adversary’s choosing.

Notably, with this level of access the adversary could also
change all other parameters being exchanged between the
EVSE and CSMS. For instance, meter data could be modified
to defraud the CSMS company. The EVSE availability could
be falsified to indicate an inoperative charger as a means to
redirect potential customers and financially impact the CSMS
company. The charging profile could be modified to reduce
the EV charge rate, potentially disrupting the transportation
plans of the customer. Reservations could be modified or the
EV user could have their authorization status blocked using a
SendLocalListRequest message. This is just a start of potential
impacts from a compromised OCPP session. Several other
adversarial objectives could be achieved with full access to
the OCPP exchanges.

The MITM attack resulted in the immediate termination
of the charging session between the DCFC and EV. The
DCEFC trusts the websocket RemoteStopTransaction message
that appears to originate from the CSMS server. The successful
execution of the RemoteStopTransaction highlights the criti-
cal importance of integrating robust cybersecurity measures
into OCPP 1.6j, in order to effectively mitigate the dangers

associated with the MITM attacks.

C. PoC #3: Malicious Firmware Update with Code Injection

OCPP provides several commands that are issued from the
CSMS (SteVe) to configure and control the connected EVSE.
One of those commands is an UpdateFirmware request. This
message is usually sent to an EVSE to notify the station that
an updated software package is available for download and
the location of the firmware with an FTP Uniform Resource
Identifier. The update is then downloaded via FTP and installed
by the EVSE. The implementation and security of the software
update process is directly handled by the vendor of the EVSE,
which means that the OCPP protocol does not define how the
update is processed by the EVSE. In the case of the 350 kW
DCFC EVSE, there was a cybersecurity vulnerability in the
handling of the firmware update package. The EVSE did not
properly verify firmware updates before execution and there
was no sanitation of untrusted firmware data. Therefore, once
an adversary gained access to the OCPP network or could
issue a Firmware Update Request from the CSMS, the EVSE
would download this package and, if packaged correctly,
would execute arbitrary code contained in this file. This is
a form of code injection via firmware file that enabled remote
arbitrary code execution. From this point, the adversary could
establish remote shells as described in PoC #1, create new
users, or disrupt the operations of the EVSE with a shutdown
or other command. In the case of experiments at INL, the
team created a firmware update to generate a new user and
then connected directly to the equipment via SSH.

This vulnerability was reported to the EVSE vendor and it
has since been patched with a firmware update.

D. PoC #4: Denial-of-Service (DoS) on the CSMS Server

DoS attacks are caused by the flooding of traffic to the
target machine or network to such a degree that legitimate
traffic is impeded causing the target network or system access
and usage to be degraded or denied [31]. In this case, the
adversary performed a SYN flood attack [32], which exploits
the three-way handshake process used in the Transmission
Control Protocol (TCP) to establish a connection between
the EVSE and CSMS server in the Cyber Range. During the
handshake process, the EVSE sends a SYN packet to initiate
the connection, the CSMS server responds with a SYN-ACK
packet to acknowledge the request, and the client sends an
ACK packet to confirm the connection.

Our simulated adversary quickly sent thousands of SYN
packets to the CSMS server without responding to the latter’s
SYN-ACK packets, effectively leaving half-open connections.
The CSMS server keeps these connections open in its mem-
ory until the connection is established or times out, which
causes the server to become overwhelmed and eventually stop
responding to legitimate requests from the EVSE.

The SYN DoS attack to the CSMS server was performed
using the hping3 software [33]. It produced heavy resource
utilization on the CSMS server. In particular, the target CSMS
server was a VM equipped with a dual core 2.3 GHz processor
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and 2 GB of RAM, whereas the attack machine was a 2.3 GHz
dual core processor with 8 GB of RAM. Resource monitoring
on the target machine identified resource utilization before,
during, and after the DoS attack (see FigEI). We observed the
CPU utilization loads of the CSMS server CPU and network
traffic to determine if the system was vulnerable to a DoS
attack. During the attack a single OCPP client was connected
to the CSMS server. We observed initially the utilization in
both CPUs is approximately 15%-20% and the network traffic
never exceeds 15 kB/s.

At the start of the SYN DoS attack the CSMS server’s
CPU 1 utilization increased to 78%-85%, CPU 2 utilization
increases to 20%-40%, and network traffic flow is increased
to approximately 10 MiB/s. Figure |4 depicts the spike in
resource utilization during the attack. When the attack was
terminated all resource utilization levels returned to normal
operating ranges.

This DoS PoC is not enough to crash the server — however
a noticeable degradation in server response was noticed. Im-
portant to note, the attack machine is a VM that is hosted on
the same laptop as the server VM. The increase in resource
utilization demonstrates that switching to a distributed denial-
of-service attack would crash the server or deny legitimate
traffic. A good mitigation to this DoS attack would be to create
firewall rules that reject unknown connections to the CSMS.

E. PoC #5: SaiFlow Denial-of-Service (DoS)

OCPP suffers from another vulnerability that exposes the
system to a form of DoS attacks [15]. The weakness stems
from the fact that the standard does not specify how to
handle multiple websocket connections from a single CP to
the CS/CSMS. Adversaries can exploit this ambiguity by
establishing additional “new” connections to the CSMS on
behalf of the CP, resulting in potential DoS attacks that could
compromise the integrity of the EVSE network. According
to Saposnik and Porat, the response of the CSMS depends
on the manufacturer: some close the original session while

others direct their traffic to the CP that most recently authen-
ticated/communicated with the server.

This vulnerability affects OCPP 1.6 and could also impact
the newer OCPP 2.0.1 version if the necessary authentication
measures are not implemented. Because the CP requires a
continuous connection with the CSMS for charging authoriza-
tions, charging sessions, payments, and others, a malicious
actor can disrupt this connection and lead to rejected charging
transactions. This situation can result in severe financial and
reputation damages, as well as the dangerous exposure of the
CSMS infrastructure.

Our research team designed an experiment to test this
vulnerability in the OCPP standard for managing EVSE.
Specifically, the experiment involved mimicking the CP al-
ready connected to the CSMS server and creating a new
Python-based CP instance connected to the same server. The
server’s insufficient OCPP 1.6j authorization measures allowed
the incoming websocket connection from the new CP instance,
leading the CSMS server to assume this new session was the
legitimate CP. This design enabled us to bypass the original
connection and establish a new communication channel, re-
sulting in a potential DoS attack.

To test the vulnerability, we created and connected an
identical CP instance to the SteVe CSMS server during a
charging session between the original CP and CSMS server.
We observed that even if the new CP instance was a simple
Python-based script mimicking the original CP based on the
MobilityHouse client [[16], the new websocket communication
channel was successfully created because of the insufficient
authorization measures of the OCPP 1.6j protocol. To simulate
a DoS attack, we configured the new ‘“fake” CP to send
heartbeats to the CSMS server every millisecond. During
testing in a real environment, we observed that the CSMS
server was “confused” by the new CP instance and considered
it a new safe connection originating from the 350 kW charger.
As a result, the CSMS server kept both connections open but
accepted the flooding heartbeat messages from the new CP
instance.

Consequently, it rejected all the messages/requests that came
from the original CP, e.g., MeterValues messages from a
charging session with an EV. Furthermore, another important
observation is that when the CSMS server sent a RemoteStop-
Transaction request to the original CP, this message was never
received by the latter because of the DoS attack and the
charging session did not stop. Only when we disabled the
DoS attack and disconnected the new CP, was the server able
to communicate with the original CP normally again and re-
motely stop the charging session. The above results reveal the
urgent need for identifying countermeasures for the mitigation
of the multiple connections handling DoS vulnerability in the
OCPP protocol.

IV. MITIGATION

In the situation where the EVSE equipment or CSMS
server does not support OCPP 2.0.1, there are still options
for preventing MITM attacks on the OCPP network. One
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way this can be done is using SSH tunneling. This was
implemented in an INL laboratory to successfully prevent
the MITM PoCs presented above. To implement the solution,
SSH public-private keys were generated on the EVSE and
CSMS. The public keys were saved when the SSH tunnel was
first connected and the keys were authenticated to the saved
versions when establishing a new connection. This provided
mutual authentication of both the EVSE and CSMS. Once
authenticated, the hosts generate and exchange a session key
that is used for future encrypted traffic. After initial tunnel
setup, the EVSE connected to a locally-bound TCP port that
automatically encapsulates the traffic and transmits it over the
SSH tunnel. The CSMS was set up to regenerate the SSH-
encapsulated traffic on its local interface. This encrypts the
traffic and provides confidentiality and integrity of the encap-
sulated payload, effectively preventing MITM attacks as well
as payload inspection. A representation of this configuration
is shown in Figure [3]

The additional authentication provided by the SSH tunnel
also eliminates the risk of the SaiFlow DoS attack because
the adversary does not have the CP/EVSE SSH private key.
Without this cryptographic material, the CSMS knows the new
CP attempting to connect is not legitimate. The SYN DoS
attack on the other hand is best prevented by creating an allow
list at the CSMS firewall to prevent unknown devices from
reaching the OCPP CS server.

V. CONCLUSION

OCPP 1.6 is vulnerable to several cybersecurity attacks
because it lacks appropriate confidentiality and CP authentica-
tion. In this work, we demonstrate the use of machine-in-the-
middle, malicious firmware updates, and DoS PoC exploits to
remotely terminate charging sessions, prevent charging visibil-
ity and control, and gain remote access to EVSE equipment.
In order to prevent these attacks in production environments,
OCPP sessions need to be protected with encrypted channels
by either upgrading to OCPP 2.0.1 or wrapping the protocol
in an encrypted tunnel with SSH, IPSec, or some other

technique. One mechanism for directing OCPP traffic through
an encrypted SSH tunnel is presented in this paper based on
experimental results at INL.
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APPENDIX A: NOMENCLATURE

Acronym | Meaning

ARP Address Resolution Protocol

CP Charge Point

CS Central System

CSMS Charging System Management Service
DCEC Direct Current Fast Charger

DoS Denial-Of-Service

EV Electric Vehicle

EVSE Electric Vehicle Supply Equipment
FTP File Transfer Protocol

HTTP Hypertext Transfer Protocol

JNDI Java Naming and Directory Interface
LDAP Light-weight Directory Access Protocol
MITM Machine-in-the-middle

OCPP Open Charge Point Protocol

PoC Proof-Of-Concept

RCE Remote Code Execution

SSH Secure Shell

VM Virtual Machine
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