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1. OVERVIEW
The AHAAP Maturation Project involves maturation and evaluation of a patented zero-trust tamper-
resistant high-assurance session-less dynamic and active device authentication protocol that 
simultaneously authenticates identity and provides integrity verification in a single step, substantially 
reducing the risk of cyberattack, and eliminating the need for costly and complex conventional 
communication security systems requirements (i.e., cryptography, Public Key Infrastructure (PKI), 
and key management).

These cybersecurity attributes of the technology must be preserved when applying the technology to 
different cybersecurity solutions, including Command & Control (C&C), Over-the-Air (OTA) update, 
Common Access Card (CAC), and distributed energy resource (DER) implementations, among 
others.

The technology research objective is to test and verify that the cybersecurity attributes of the 
technology are not degraded in different cybersecurity applications.  The primary technology 
development objective is to build minimum viable products to demonstrate the technology addresses 
today’s cybersecurity threats so that prospective investors, strategic partners, regulatory agencies, and 
commercial customers can interact with and assess the protection assured by the technology. The 
AHAAP Maturation Project goal is to develop, test, and validate one or more AHAAP 
implementations. 

The AHAAP Maturation Project tasks are: (i) engineer AHAAP implementation software, (ii) build a 
functional prototype that implements the AHAAP software for demonstration, testing, analysis, and 
evaluation purposes, and (iii) generate a report detailing the results of the AHAAP C&C software and 
hardware implementation.

The final project deliverables are: (i) AHAAP software implementation and prototype, (ii) a report 
from Sandia National Laboratories detailing the results of the AHAAP implementations.
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2. DIGITALLY UNCLONABLE FUNCTIONS PROTOCOL
The DUF protocol is a multi-party protocol to validate the integrity of data shared between two 
parties. The protocol depends on a secret key that is stored within a tamper resistant device where 
an XOR and a SHA512 hash can be performed (the red cylinder in Figure 1). The secret data stored 
is called a Randomized DUF Pattern (RDP) and is generated by the user, independent of the system 
manufacturer. The RDP can be based off a user’s handwritten signature or a pin and can be derived 
in conjunction with a true source of entropy. Both the manufacturer and the end device owner 
would store a copy of the RDP. In Figure 1, the left side of the diagram represents a vehicle 
manufacturer that may have occasional firmware updates. The right side of the diagram represents 
the vehicle that will receive and validate the firmware update through the DUF protocol. The 
manufacturer would process the firmware combined with meta-data (such as time, version, and 
location information) through the DUF tamper-resistant chip to produce a DUF signature. The 
firmware and meta-data would be communicated, in cleartext, along with the DUF signature to the 
vehicle. The vehicle would then perform the same computation using its DUF chip with the secret 
key to validate the integrity of the firmware update. If the signatures produced by the vehicle and 
manufacturer match, then the firmware update is applied. Otherwise, the firmware update is 
rejected. The DUF protocol operates in this fashion and can be applied to a broad range of 
applications outside of electric vehicles. The DUF protocol is described in more detail in the 
sections that follow.

Figure 1: The DUF protocol between two parties for a Secure Firmware-Over-the-Air (S-FOTA) 
application.

2.1. DUF Overview
The DUF protocol consists of two stages:

1. Commissioning
2. Operating
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The Commissioning stage creates a randomized Digitally Unclonable Function (DUF) Pattern 
(RDP) that is stored on both the server and client systems. This stage only happens once at 
initialization. Once the commissioning phase is complete, the next stage is the Operating stage 
which executes the DUF protocol.

2.2. DUF Commissioning
For this implementation, the RDP is created by randomly generating 512-bit strings XOR'd together 
continuously until the user presses a key. Once the user presses a key, the RDP is written to a file 
named duf.txt by default. The content of the duf.txt file is then sent to the client system to also write 
to the same file name by default. The communications are TLS encrypted using digital certificates. 
The certificates are self-signed certificates for this implementation but can be substituted in for 
certificates signed by a certificate authority.

2.3. DUF Operation
Once the RDP has been stored on both the client and server, the DUF protocol can be enabled and 
advanced to the operating phase. The client system starts by listening for data to be received from 
the client (such as a firmware update). Once the data is received by the client, the server will also 
send a DUF signature of the data that will be validated using the duf.txt secret key that was 
communicated during the commissioning phase of the protocol. The data also includes meta-data, 
such as timestamp, version, and location information at the header. The client processes all data 
(including meta-data) through the DUF protocol to confirm that the DUF signature matches the 
signature communicated from the server. The communications are also TLS encrypted using the 
same certificates as the commissioning stage. If the signatures match, then the data is trusted, 
otherwise the data is not trusted. The use case for this implementation is a software update being 
provided by the server (a vehicle manufacturer) to the client (an electric vehicle).
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3. DIGITALLY UNCLONABLE FUNCTIONS IMPLEMENTATION 
DETAILS

3.1. DUF-TPM
The initial idea was to use the TPM chip to create and store the Random DUF Pattern (RDP). The 
TPM chip would randomly generate a secure 80-byte (640-bit) number into an array. Each set of 8 
bytes (64 bits) of the 80-byte number would represent a pin digit value (0-9). The user would type 
their own unique 8-digit pin into the user interface and submit it to the TPM chip. The user’s pin 
would determine which set of 8-bytes from the 80-byte number were used and the order they would 
be represented in. This resulting number makes up the 64-byte (512-bit) RDP. The RDP would then 
be sent from the TPM chip to the factory and vehicle devices. In the factory device, the message 
contents (containing the GPS, timestamp, and firmware) are hashed which creates HASH 1. The 
RDP is then XOR-ed with HASH 1 and the result creates HASH 2. HASH 2 and HASH 1 are 
stored in the TPM chip for safe keeping. In the vehicle device, HASH 1 and the RDP are sent over 
from the TPM chip and are XOR-ed together. The result of the XOR creates HASH 3. HASH 2 is 
then sent over from the TPM chip and compared with HASH 3. If the two hashes match, then there 
is a successful update otherwise an error is recorded. The DUF-TPM process is shown in Figure 2, 
however there were certain security concerns surrounding this process with the TPM chip.

3.1.1. DUF-TPM ISSUES
The TPM chip is a dedicated microcontroller that has numerous components that could be used to 
implement DUF securely. Most notably, the TPM chip has a built-in random number generator, 
persistent memory for key storage, and a SHA-1 hash generator. However, TPM chips are very 
limited as they are fixed-function devices. TPMs are also primarily used for key storage, however, 
they have a limited amount of persistent memory to store keys. This can be a problem because if a 
user wanted to encrypt something with a key, they would need to take the key out of the TPM chip 
and release back into memory which may have been compromised during this process. This became 
an increased security risk throughout our analysis which prompted us to seek out more secure 
avenues to execute the DUF protocol.
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Figure 2: The DUF process and flowchart of the algorithm

3.1.2. QEMU OP-TEE Branch
The OP-TEE branch contains multiple repositories that were designed to implement the complete 
DUF protocol in a user intuitive process that included a Graphical User Interface (GUI) for DUF 
RDP PIN registration. The OP-TEE branch utilizes several technologies to aid in developing with 
ARM Trusted Zone technology like OP-TEE Operating System (OS) and MonoDevelop. OP-TEE 
OS is the dedicated OS that runs inside ARM Trusted Zone and the OP-TEE driver that allows for 
interaction between the Untrusted Execution Environment and the Trusted Execution 
Environment. For simplicity these two technologies will be referred to as OP-TEE. OP-TEE is 
currently developed by a company named Linaro and is overseen by the Trusted Firmware 
Foundation. The OP-TEE framework was specifically developed using the Ubuntu Linux Operating 
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system. During the development for the OP-TEE specific implementation of the DUF protocol 
OP-TEE proved to be quite challenging to develop a proper implementation. Due to a number of 
challenges detailed in later sections, a successful implementation of the complete DUF Protocol was 
not possible, only a partial implementation was able to be achieved. The current implementation 
includes the DUF server running inside of OP-TEE in the ARM Trusted Zone environment and a 
dedicated GUI application that is used for the registration of a unique RDP PIN sent from the GUI 
and stored inside of the ARM Trusted Zone. The GUI application runs in the Untrusted Execution 
Environment also referred to as Normal World. The GUI can be run from another computer on the 
same network.

3.1.2.1. Virtual Machine
This project requires VMware Workstation Pro v16 or greater if on Windows and VMware fusion 
pro 12 or greater if on mac. The Development Environment must be based on Ubuntu 22.04, 
200GB of storage or higher, 16GB of ram and 8 CPU processor cores.

3.1.2.2. OP-TEE
OP-TEE is a Trusted Execution Environment (TEE) designed to be a companion to a non-secure 
Linux kernel running on ARM Cortex-A cores using Trusted Zone technology. OP-TEE supports 
both ARMv7 and ARMv8 architectures in both 32-bit and 64-bit. This project utilizes the ARMv7 
32-bit architecture to implement the Quick Emulator (QEMU) version and is supported by the 
Rock Pi 4B v1.5 board.

3.1.2.2.1. OP-TEE Installation
Run the following command from the Linux terminal to install all the required packages for Ubuntu 
22.04.
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sudo apt install \
adb \
acpica-tools \
autoconf \
automake \
bc \
bison \
build-essential \
ccache \
cscope \
curl \
device-tree-compiler \
e2tools \
expect \
fastboot \
flex \
ftp-upload \
gdisk \
libattr1-dev \
libcap-dev \
libfdt-dev \
libftdi-dev \
libglib2.0-dev \
libgmp3-dev \
libhidapi-dev \
libmpc-dev \
libncurses5-dev \
libpixman-1-dev \
libslirp-dev \
libssl-dev \
libtool \
libusb-1.0-0-dev \
make \
mtools \
netcat \
ninja-build \
python3-cryptography \
python3-pip \
python3-pyelftools \
python3-serial \
python-is-python3 \
rsync \
swig \
unzip \
uuid-dev \
xdg-utils \
xterm \
xz-utils \
zlib1g-dev \
repo

Clone the OPTEE repo to the user’s home directory in Linux. Change the terminal location to the 
newly created directory that was created during the cloning process, OPTEE. From this root folder 
run the following commands one at a time until they complete. You may get configuration questions 
asked about setting up google repo during the first command, just respond with yes.
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repo init -u https://github.com/OP-TEE/manifest.git
repo sync
cd build

From the root of the repo, change directories to the build folder and run the following command.

make toolchains

This will build the tool chains required for the specific QEMU installation ARMv7 32-bit.
If your intention is to do debugging within OPTEE, ASLR must be disabled by setting the flag 
CFG_CORE_ASLR=n in the Linux terminal. This can be done with the following command from 
the Linux Terminal.

export CFG_CORE_ASLR=n

At this point, a complete compile of OPTEE is ready with the DUF server code. Run the following 
command to start the lengthy compile.

make run

Once the compiling of OPTEE-OS finishes, the system will automatically start the QEMU 
environment. Two additional terminal tabs labeled “Secret World” and “Normal World” will appear.

3.1.2.2.2. DUF-GUI
The DUF-GUI is a program that allows the user to input the unique RDP pin number to be stored 
into the Arm Trusted Zone environment. It was developed using MonoDevelop and C# so that it 
can run on any computing device that is supported, Windows, Linux, and Mac. This interface is 
what the manufacture would use to install the secret code on to the target device running the DUF 
server that must be verified in the DUF Protocol.

3.1.2.2.2.1. DUF-GUI Installation

Run the following lines from the Linux terminal. This will install the latest version of MonoDevelop 
onto the Development system.
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sudo apt install apt-transport-https dirmngr

sudo apt-key adv --keyserver hkp://keyserver.ubuntu.com:80 --recv-keys 
3FA7E0328081BFF6A14DA29AA6A19B38D3D831EF

echo "deb https://download.mono-project.com/repo/ubuntu vs-bionic main" | sudo tee 
/etc/apt/sources.list.d/mono-official-vs.list

sudo apt update

sudo apt install monodevelop

MonoDevelop should be successfully installed at this point.
Open the DUF-GUI project repo in MonoDevelop and press the play button to start the program.

3.1.2.2.3. Running OP-TEE Branch
From the OPTEE repo folder, change to the builds folder and run the following command.

make -j8 run

Once the system completes the task you should see two new terminal tabs in the terminal window, 
Normal World and Secure World. Once all the text lines have stopped scrolling in the Normal 
World terminal, press the following key for the terminal prompt in the original terminal that you run 
the previous command. 
c

You will not see anything happen in the initial terminal, but you will see stuff happening in the 
Secure World and Normal World terminals.
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Figure 3: Initialization of QEMU Environment

There will cause the system to initialize and quite a few lines will be show in the terminal windows. 
Once the process is complete the Normal World will ask for the buildroot login.
Type in the username:

root

Press the enter key.
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Figure 4: Root Login into QEMU Normal World

If the login is successful, you will see the message in the Normal World Terminal “Made it here!”.
This will allow the user to begin execution of programs in the QEMU environment. Run the 
following command in the Normal World terminal.

dufserver &
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Figure 5: Launching Dufserver

This will start the dufserver running in QEMU in the Normal World. Note the terminating input 
indicator will not appear anymore after this point. At this point you need to open the Ubuntu File 
Browser and navigate to the cloned repo DUF-GUI. Right Click the file “DUF_TrustedZone.sln” 
and choose “Open With other Application” then choose “View All Applications”, select 
MonoDevelop and Select at the top to open the project folder in the MonoDevelop IDE. Click the 
big play button to launch the program. Once you see the interface, input your secret 8 digit PIN 
number and press the “submit” button.

Figure 6: DUF-GUI RDP Pin Input
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It is time to go back to the Normal World Linux Terminal window and run the following command.
Note: if you see a popup window asking if you want to wait or close the DUF-GUI program before 
you have run the command below, click wait before running the following command.

dufserver client 127.0.0.1 2000

Figure 7: Execution of DUF Server in local environment and successful register of RDP Pin 
and HASH checking

If the communication is successful, the Normal World will show an end message “Have a nice day!” 
and in the Secure World Terminal you will see the message “Contents Verified”. This means that the 
RDP was successfully generated, and the resulting HASH comparisons match up. The Secure World 
Terminal will show the RDP setup tables for verification.

3.1.2.2.4. OP-TEE Branch Issues
The main framework that is used to work with ARM Trusted Zone technology is called OP-TEE. 
This framework makes it possible to develop secure applications that work with ARM Trusted Zone 
Technologies. When the DUF Project first started development of the QEMU implementation of 
the DUF Protocol, the OP-TEE project was run by Linaros Community Development Division. 
Over the life of this project Linaro donated the OP-TEE project to the Trusted Firmware 
Foundations where developers completely rewrote the whole project. As new developers were 
brought onto the DUF Project, it was discovered that it became technically infeasible to set up new 
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development environments for additional personnel and get the current project code operational in 
new development environments. Extensive debugging and research were required to track down the 
issues as the new owners of OP-TEE did not provide any change logs to the project. The following 
issues were discovered during this extensive debugging and upgrading of the DUF Project code 
from the old OP-TEE project to the new fully rewritten OP-TEE project released by the Trusted 
Firmware Foundation. Extensive debugging was required to bring the project up to date and in line 
with all the undocumented changes to the rewritten OP-TEE code base that is available today.

• OP-TEE project complete rewrite 
• Required Ubuntu changed 18.04 to 22.04
• Old Package Requirements removed from APT Package Manager
• New Package Requirements
• Original OP-TEE source code was removed from GitHub

3.1.2.2.4.1. The OP-TEE Project

Throughout the development of the DUF Projects OP-TEE Branch, the OP-TEE project changed 
hands from the original developer Linaro and its Community Division when they donated the 
project to the Trusted Firmware Foundation. Trusted Firmware Foundation took ownership of the 
OP-TEE project, and the projects code base was completely rewritten. The original source code 
written by Linaro was removed from GitHub upon the first official release by the Trusted Firmware 
Foundation. Trusted Firmware Foundations OP-TEE rewrite changed many of the package 
requirements from the DUF Projects initial version of OP-TEE. The OP-TEE rewrite caused 
complications as the change in packages requirements was not documented, only the message 
“Older version of OP-TEE are no longer supported”.

The new version of OP-TEE required Ubuntu 22.04 over the original Ubuntu 18.04. Ordinarily this 
is not an issue in Linux development, but the packages in the original OP-TEE requirements are no 
longer on APT package manager, nor are the source codes for those packages available on GitHub. 
The way forward was to update everything to the latest version of OP-TEE. The complete rewrite 
caused unforeseen complications that took extensive investigation to correct errors caused by the 
Trusted Firmware Foundations rewrite of OP-TEE Project.

3.1.2.2.4.2. RockPi 4B v1.5

A hardware implementation of the OP-TEE branch was targeted for the RockPi 4B v1.5 single 
board computer. The official OP-TEE project documentation specifically lists this hardware as 
being compatible with OP-TEE.  There is zero documentation on the official OP-TEE 
documentation on how to run OP-TEE on physical hardware for this hardware even though their 
site explicitly states support for this piece of hardware. There is an installer to install OP-TEE onto 
the hardware but there is no way to verify that OP-TEE is even running on the device or 
instructions on how to launch an application that is compiled and installed with OP-TEE in the 
Trusted Execution Environment. A special UART cable was used to gain terminal access through 
the GPIO ports as listed on the hardware manufactures website, but the hardware provided zero 
responses or output to attempts. The GPIO pins did not provide a signal that could be detected 
using a multi-meter.
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3.1.2.2.5. ARM TrustZone
ARM TrustZone architecture provides a security framework that separates execution into two 
environments, the Normal World and the Secure World. The Secure World is where the user would 
run any sensitive programs that they would want to protect from outside processes. Figure  shows 
the Secure and non-secure (Normal) worlds architecture for ARM TrustedZones.

Figure 8: ARM TrustedZone architecture
These two execution states exist on every core of the processor. For example, the user could have an 
operating system, such as a Linux OS, which would run in the Normal World execution. In the 
Secure World, the user could have another kernel, which would run trusted applications in the 
Secure World.

3.2. DUF Physical Environment
The physical environment consists of two single board computers. The first single board computer 
is a Rock Pi with ARM TrustZone support running Ubuntu 20 Server OS. The Rock Pi is acting as 
the DUF server for our implementation. ARM TrustZone was not used for this implementation, but 
the software is written such that the ARM TrustZone functions can be extracted and placed into the 
ARM TrustZone Secure World. The second single board computer is a raspberry pi running 
Raspberry Pi OS Lite. The Raspberry Pi is used to act as the DUF client for this implementation.

3.2.1. Rock Pi Setup
On the server system (Ubuntu 22.04.1 for these instructions but Windows should also work):

1. Configure a windows or Linux system with Python3 and openssl sudo apt-get 
install python3 net-tools

2. Configure the IP address to the same subnet as the server. For this demonstration, the ip 
address is configured to 10.36.1.50/24 sudo ifconfig eth0 10.36.1.50/24
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3. Generate the certificates and answer all questions that are prompted and set a password on 
the private key sudo openssl req -x509 -days 365 -newkey rsa:2048 -
keyout /etc/ssl/private/server-selfsigned.key -out 
/etc/ssl/certs/server-selfsigned.crt as shown below in Figure :

Figure 9: The DUF client key generation step to support encrypted communications using TLS

3.2.2. Raspberry Pi Setup
On the client system (Ubuntu 22.04.1 for these instructions but Windows should also work):

1. Configure a windows or Linux system with Python3 and openssl sudo apt-get 
install python3 net-tools

2. Configure the IP address to the same subnet as the server. For this demonstration, the ip 
address is configured to 10.36.1.193/24 sudo ifconfig eth0 10.36.1.193/24

3. Generate the certificates and answer all questions that are prompted and set a password on 
the private key sudo openssl req -x509 -days 365 -newkey rsa:2048 -
keyout /etc/ssl/private/client-selfsigned.key -out 
/etc/ssl/certs/client-selfsigned.crt as shown below in Figure :

Figure 10: The DUF server key generation step to support encrypted communications using TLS

3.2.2.1. Commissioning
1. On the client start the commissioning python3 script python3 

dufClientCommission.py -h clientIP -p clientPort -k 
/path/to/private/key -c /path/to/certificate -o 
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/path/to/dufSecretKeyFile (as shown below in Figure  and Figure ) where clientIP 
is the IP address of the client system (default 10.36.1.193) clientPort is the TCP port 
number of the client system (default 12345) /path/to/private/key is the path to the 
openssl private key file the client system (default /etc/ssl/private/client-selfsigned.key) 
/path/to/certificate is the path to the openssl certificate file the client system (default 
/etc/ssl/certs/client-selfsigned.crt) /path/to/dufSecretKeyFile is the key that would be 
placed in a secure, tamper-resistant storage space (default ./duf.txt) You will be prompted 
for the admin password initially and then the password for the private key. Ignore the 
deprecation warning.

Figure 11. The DUF client commissioning python program
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Figure 12: The DUF client results of the commissioning phase
2. On the server start the commissioning python3 script python3 

dufServerCommission.py -h clientIP -p clientPort -k 
/path/to/private/key -c /path/to/certificate -o 
/path/to/dufSecretKeyFile (as shown below in Figure  and Figure ) where clientIP 
is the IP address of the client system (default 10.36.1.193) clientPort is the TCP port 
number of the client system (default 12345) /path/to/private/key is the path to the 
openssl private key file the server system (default /etc/ssl/private/server-selfsigned.key) 
/path/to/certificate is the path to the openssl certificate file the server system (default 
/etc/ssl/certs/server-selfsigned.crt) /path/to/dufSecretKeyFile is the key that would be 
placed in a secure, tamper-resistant storage space (default ./duf.txt) You will be prompted 
for the admin password initially and then the password for the private key. Ignore the 
deprecation warning.
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Figure 13: The DUF server commissioning python program
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Figure 14: The DUF server results of the commissioning phase

3. Both client and server should report a success message and there should also be a file named 
duf.txt in the current working directory. This file contains a binary 512-bit cryptographic key 
(as shown in Figure  and Figure ).

3.2.2.2. Operating
1. On the client start the operating python3 script python3 dufClient.py -h 

clientIP -p clientPort -k /path/to/private/key -c 
/path/to/certificate -d /path/to/dufSecretKeyFile (as shown below in 
Figure 4 and Figure 5) where clientIP is the IP address of the client system (default 
10.36.1.193) clientPort is the TCP port number of the client system (default 12345) 
/path/to/private/key is the path to the openssl private key file the client system (default 
/etc/ssl/private/client-selfsigned.key) /path/to/certificate is the path to the openssl 
certificate file the client system (default /etc/ssl/certs/client-selfsigned.crt) 
/path/to/dufSecretKeyFile is the key that would be placed in a secure, tamper-resistant 
storage space (default ./duf.txt) You will be prompted for the admin password initially and 
then the password for the private key. Ignore the deprecation warning.
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Figure 45: The DUF client operation python implementation

Figure 56: The results of the operation phase of a file validated by the DUF client
2. On the server start the operating python3 script python3 dufServer.py -h 

clientIP -p clientPort -k /path/to/private/key -c 
/path/to/certificate -t timestamp -v version -l location -i 
/path/to/inputfile -d /path/to/dufSecretKeyFile (as shown below in 
Figure 6 and Figure 7) where clientIP is the IP address of the client system (default 
10.36.1.193) clientPort is the TCP port number of the client system (default 12345) 
/path/to/private/key is the path to the openssl private key file the server system (default 
/etc/ssl/private/server-selfsigned.key)/path/to/certificate is the path to the openssl 
certificate file the server system (default /etc/ssl/certs/server-selfsigned.crt) timestamp is a 
string of the timestamp used for the meta-data transferred to the client (default is current 
date and time) version is a string of the version number of the data that will be sent to the 
client which is part of the meta-data transferred to the client (default "2.0.0") location is a 
string of the physical location of the data that will be sent to the client which is part of the 
meta-data transferred to the client (default "Albuquerque, NM, USA") /path/to/inputdata 
is the file of data that will be transferred to the client (default is this program "dufServer.py") 
/path/to/dufSecretKeyFile is the key that would be placed in a secure, tamper-resistant 
storage space (default ./duf.txt) You will be prompted for the admin password initially and 
then the password for the private key. Ignore the deprecation warning.
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Figure 67: The DUF server operation python implementation

Figure 78: The results of the operation phase of a file validated by the DUF server
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3. Both client and server should report a success message and there should be a message on the 
client that the DUF signature matched as shown in Figure 5 and Figure 7. This step 
completes the demonstration that the client can successfully validate the DUF signature of 
data transferred from a server system.
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4. CONCLUSION AND FUTURE DIRECTIONS
The DUF technology being matured and evaluated was awarded US Patent # 10,541,996 B1.  Sandia 
National Laboratory and Active Assurance Inc. entered into an exclusive license agreement effective 
June 22, 2021, under which Active Assurance can commercialize the technology.  The technology 
was selected by Sandia National Laboratories to compete in the 2021 R&D Awards competition, 
which was successfully won by the team.

The DUF technology is a zero-trust tamper-resistant high-assurance session-less dynamic and active 
device authentication protocol that simultaneously authenticates identity and provides integrity 
verification in a single step, substantially reducing the risk of cyberattack, and eliminating the need for 
costly and complex conventional communication security systems requirements (i.e., cryptography, 
PKI, and key management).

Preliminary proof of concept software and hardware have been developed.  The technology requires 
additional software and hardware development, an independent security assessment, and validation 
testing. The prototype software does not leverage a truly tamper-resistant hardware device for the 
RDP. The technology may also require additional certification for use in regulated industries.  
Maturation outcomes include a laboratory validated technology and operational prototypes tested in 
a real-world environment.

Several prospective strategic partners and commercial customers have expressed interest in the 
technology, and the expected development and maturation of the technology will greatly advance 
the commercialization of the technology and the opportunity to raise capital.


