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Abstract— Computational modeling frequently generates sets of related simulation runs, known as ensembles. These simulations
often output 3D surface mesh data, where the geometry and variable values of the mesh are changing with each time step. Comparing
these ensembles depends on comparing not only geometric properties, but also associated field data. In this paper, we propose a new
metric for comparing mesh geometry combined with field data variables. Our measure is a generalization of the well-known Metro
algorithm used in mesh simplification. The Metro algorithm can compare two meshes but doesn’t consider field variables. Our metric
evaluates a single variable in combination with the mesh geometry. Combining our metric with Multi-Dimensional Scaling, we project all
of the time steps from a set of example ensembles to demonstrate the effectiveness of this approach.
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1 INTRODUCTION

Numerical simulations are used to simulate physical phenomenon or
predict the behavior of prototype devices before they are manufactured.
The simulations considered in this work consist of 3D data produced
over time!. At each time step, the simulation will compute a 3D mesh
and the field variables associated with the nodes of the mesh. Field
variables can be either scalar or vector. Scalar variables might include
quantities such as temperature or pressure and vector variables might
include quantities such as velocity or acceleration.

When analyzing numerical simulation data, practitioners often want
to compare one simulation to another or understand how a given simu-
lation evolves over time. Typically this is done by simply viewing a set
of simulations and comparing them at each time step. This approach
quickly becomes infeasible, however, when the analyst has to consider
hundreds or thousands of time steps.

In this paper, we present a visualization approach to assist in un-
derstanding numerical simulation data by quantifying time step com-
parisons using a mesh distance. Most of the previous work in mesh
distance comes from the field of mesh simplification [5, 8]. In this field,
the goal is to derive a simplified mesh from an existing mesh, typically
for use in computer graphics and visualization scenarios. The simplified
mesh should represent the original mesh as accurately as possible but
have fewer nodes and edges. In order to evaluate the simplified mesh, a
mesh distance is required. Simplified mesh distance typically does not
use field variables [4, 15], but there are some exceptions [14]. There are
also metrics which consider visual quality that we do not consider [1].
Of the algorithms that incorporate field variables, our generalization of
the Metro algorithm [5] is most similar to the algorithm described in
the work by Roy et al., 2004 [14].

Our use of a mesh distance is where the similarity of our work to the
work in mesh simplification ends. Our end goal is not mesh comparison,
per se, but rather the visualization and comparison of multiple time
steps in a numerical simulation. Therefore, we use the mesh distance to
produce a pairwise distance matrix. The pairwise distance matrix is then
used with a dimension reduction algorithm known as multidimensional
scaling [3]. We could also use other algorithms that use pairwise
distance matrices, for example Isomap [16] or t-SNE [18]. Finally, the
resulting dimension reduction is used as the basis of a visualization in
a web-application called Slycat [7].
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't should be noted explicitly that in this work we are concerned with surface
meshes, not volumetric meshes.

Slycat comes from the field of ensemble visualization [9, 10]. En-
semble visualization explores the visualization of data not from a single
numerical simulation, but from multiple runs (an ensemble) of numeri-
cal simulations. The goal of ensemble visualization is to understand not
only a given simulation but also the context of that simulation within
the wider scope of multiple similar simulations. Since our metric can
be used just as easily on an ensemble of numerical simulations, it can
also be used for ensemble visualization. Other algorithms in the field
of ensemble visualization include iso-surfaces [2], topological analy-
sis [11, 12], and comparative analysis [13] (among others). None of
these algorithms are particularly similar to our approach.

Slycat is a system which provides a web server, a database, and a
Python infrastructure for remote computation (on the web server). The
user is not burdened with installation/updates and the only requirement
is the presence of a Slycat supported browser (e.g. Firefox). In addition,
Slycat supports management of multiple users, multiple datasets, and
access control, therefore encouraging collaboration while maintaining
data privacy. Slycat is implemented using HTMLS, JavaScript, and
Python. Slycat is open source (github.com/sandialabs/slycat). It is
anticipated that an open-source version of our mesh distance software
will also be released.

In this paper, we describe our approach in detail. We discuss in
detail the algorithms we use to represent the simulation time steps and
describe the Slycat user interface. We consider computational cost
and demonstrate our system using a dataset obtained from a numerical
simulation of a punch impacting a metal plate.

Although we use specific algorithms in this paper, it is important to
note that the user interface is completely decoupled from the chosen
algorithms. Alternative or new algorithms can be easily substituted for
the algorithms described.

2 ALGORITHMS

We use a few different algorithms to produce our time step visual-
izations, including our generalization of the Metro algorithm. We
use the Python trimesh library (https://trimsh.org/index.html) to im-
plement our metric, and the Python library sklearn (https://scikit-
learn.org/stable/modules/generated/sklearn.manifold. MDS.html) to im-
plement multidimensional scaling. In this section we provide details
for the algorithms.

2.1 Metro

Metro is an algorithm for comparing two meshes proposed by Cignoni
et al. in 1998 [5]. Metro computes the approximation error between
two mesh surfaces. We start by defining the distance e(p, S) between a
point p and a surface S:

e(p,S) = [r)nég d(p,p'), (1
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where d(p, p’) is the Euclidean distance between two points p and p'.

Next, we define the distance E(S1,S;) between surfaces S; and S5:

E(S1,S2) =max e(p,S»). 2)
PESH

The metric in Equation 2 is called the max distance. We also consider
the variations

1
ES1,85) =~ ), e(p.S), 3)
PES)

which we call the mean distance, and

1
E(S1,8) =, [~ ) e(p.52)%, )
PES)

which we call the root mean square (RMS) distance. In all cases, n is
the number of samples considered in the computation. These distances

are not symmetric since there exist cases where E(S1,52) # E(S2,S51)-

Thus they are not metrics in the strict sense. However, the Hausdorff
distance
EH(ShSZ):maX (E(S15S2)7E(S27S1) (5)

is two-sided, as is the mean distance
1
Em(ShSZ) = 7/ e(p7S2)dS7 (6)
|S1 ‘ Si

where S| is the area of the surface S;.

Once one of the variations in Equations (2)-(4) has been computed,
it is no more effort to compute the other two, so we generally report
all three values. Further, we typically report the mean distance in
Equation (6) based on the three variations. These distances can be also
extended to give signed values for orientable surfaces, but we do not
use such distances in this work.

2.2 Metro with Field Data

The Metro algorithm can be extended to consider both mesh geometry
and field data by supplementing the distance e(p,S’) in Equation (1)
with distances

er(p,S) =e(p,S)+ Y di(filp), £i(p'))

icF

= Lryng; d(p7p/)} +) di(fi(p) /(D))

icF
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where F is the set of field variables, f;(p) is the ith field value at point
p, d(fi(p), f;(p’)) is the Euclidean distance between field values at p
and p/, and p’ is the argument p’ € S which achieves the minimum in
Equation (1). We then denote the distance between surfaces S; and S
including field variables using

Ef(S1,82) = max ef(p,S2). ®)
PES

Note that the new distance ey (p,S) can be computed for minimal

additional cost once the point p’ is located according to Equation (1).

Also note that different combinations of field variables can be easily
computed in case the user is interested in a visualizing a particular
quantity or group of quantities.

2.3 Multidimensional Scaling

After computing a pairwise distance matrix using the mesh distance
we use classical multidimensional scaling (MDS) [3] to provide a
two-dimensional visualization of the time steps in a simulation. This
visualization is displayed in the central pane of the user interface, as
shown in Figure 1. To compute the MDS coordinates, suppose we have
a surface mesh dataset {S;}. We compute a pairwise distance matrix

Ef(S1,81)  Ef(81,52)
D= Ef(SZ,SI) Ef(52752) B )

where E(S;,S;) gives a distance between mesh i and mesh j according
to Equation (8).

Now we use the MDS algorithm to compute coordinates for the
distance matrix D. The first step in MDS is to double center the
distance matrix, obtaining

B= f%HDzH,

(10)
where D? is the component wise square of D, and H =1 —117 /n, n
being the size of D. Next, we perform an eigenvalue decomposition
of B, keeping only the two largest positive eigenvalues A;,4; and
corresponding eigenvectors vi,v,. The MDS coordinates are given
by the columns of VA2, where V is the matrix containing the two
eigenvectors v,v, and A is the diagonal matrix containing the two
eigvenvalues A1, 4;.

2.4 Computational Costs

The main computational cost of the Metro algorithm is the identification
of the closest point p’ on S5 to a point p on Sy. The cost depends on the
surface area of S1 and the number of faces on S, [5]. Once p and p’
are identified, the additional cost for considering field variable data is
constant. In our implementation of the Metro algorithm, we considered
various approximations, both in terms of sampling the surfaces and
computing the closest points. We considered combinations of vertex
sampling, edge sampling, and face sampling while also considering
approximations to p’ in Equation 1 using nearest vertex values, nearest
face values, and reverse sampling. We conducted a comparison of the
accuracy of the various options using our punch-plate dataset. Finally,
we used the embarrassingly parallel nature of the calculation to simul-
taneously compute blocks of the full pairwise distance matrix. These
comparisons will be described in further detail in the Example section.

3 USER INTERFACE

The user interface for our mesh visualization tool is centered around
the use of the parameter space model in Slycat [6]. To accom-
modate 3D visualization, a 3D viewer was added using vtk.js
(https://kitware.github.io/vtk-js/index.html). The 3D viewer allows
interactive visualization of the surface mesh data.

The full interface consists of two large panes and a variety of con-
trols, some of which open additional panes. The interface is shown
in Figure 1. The controls are arranged above the central pane, which
is used to display the MDS dimension reduction coordinates, where
each point represents a surface mesh and the points are arranged so that
proximity reflects mesh distance. The lower pane contains a meta data
table, where each row corresponds to a point in the central pane. Points
selected in the central pane will be highlighted in the meta data table
and vice versa.

The 3D viewer is linked to the plots displayed in the central pane
and is fully interactive. The mesh can be rotated, scaled, efc. and can be
colored according to any of the meta data provided. Further, multiple
3D views can be opened simultaneously and synchronized according to
viewpoint. The viewers themselves can be organized arbitrarily within
the central pane by the user.

Finally, the contents of the central pane can altered to display any
data provided when the visualization is created, including meta data and
additional MDS computations. In fact, we provide multiple versions of
the MDS calculations by computing mesh distance matrices for each
field variable separately. The user can then select the MDS coordinates
according to whatever field variable is of interest. The points displayed
in the central pane can also be colored according to any field variable
statistics provided as meta data, for example averages or deviations.

4 EXAMPLES

When analyzing numerical simulations, there are two major considera-
tions. First, we want to be able to compare not only mesh geometry, but
other properties including location, orientation, field variable values,
and potentially even mesh resolution. To ensure that our metric is
capable of distinguishing between mesh objects having these differing
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Fig. 1. User Interface. Shown here is the user interface for the mesh distance visualization. The central pane contains the coordinates from the MDS
calculation. Each point is selectable and can be tied to a 3D viewer showing the original surface mesh associated with that point. The lower pane
provides an interactive table giving metadata for the time steps visualized (each row in the table corresponds to a point in the central pane). Finally,
controls are provided in a toolbar which allow the user to color by different metadata variables, show alternate reductions, and perform various other

functions (data export, figure adjustment, and so on).

characteristics, we studied the algorithm on a toy dataset consisting
of ellipsoids with various locations, orientations, sizes, shapes, and
resolutions.

Second, we want to ensure that the metric calculation runs in a rea-
sonable time but still gives good accuracy. For this study we compared
the computational cost and accuracy for different approximations com-
pared to the full calculation. The approximations we considered all
attempted to increase the speed of the closest point calculations between
two meshes. We considered reduced sampling strategies such as vertex
only sampling and sampling size, as well as approximations to closest
point calculations including nearest vertex and nearest face values. We
compared these strategies to the calculation using full vertex/edge/face
sampling and exact closest point calculation.

To examine the behavior of the mesh metric using different sampling
strategies and closest point approximations, we used an ensemble of
simulations for a punch-plate system. We used this same system to
examine the behavior of the metric and MDS visualization when using
field variable values.

4.1 Toy Data

Our toy data consists of ellipsoids constructed with different mesh prop-
erties held fixed and others varied. We generated seven datasets. Each
dataset consisted of 30 randomly generated ellipsoids. For location, we
generated spheres with the same shape and resolution, but randomly
distributed between three clusters. For orientation, we generated el-
lipsoids of the same shape and resolution, but randomly distributed
between three distinct orientations. For size we generated differently
sized spheres; for shape we generated ellipsoids with different major
and minor axis lengths; and for resolution, we generated spheres of
the same size and shape, but with different resolution. Finally, we
generated a dataset with randomly mixed combinations of location,
orientation, size, shape, and resolution. In all cases, the metric visual-
ization distinguished between the varied parameter. We show the results
for the orientation data in Figure 2, the resolution data in Figure 3, and
the mixed dataset in Figure 4. The results for size, shape, and location
are not shown due to the fact that the 3D mesh viewer automatically
translates and scales the object in the viewer so that size, shape, and

location are indistinguishable (although in those cases the MDS scatter
plot still reveals the three clusters embedded in the data).

4.2 Speed/Accuracy Trade-Offs

To test the metric algorithm performance using different sampling strate-
gies and closest point approximations, we used an ensemble of numeri-
cal simulations generated with Sierra/SolidMechanics (Sierra/SM) [17],
a Lagrangian, three-dimensional code for problems with large defor-
mations and nonlinear material behaviors. This ensemble was created
to explore the effects of changes in simulation parameters on material
fracturing. The modeled object is a punch impacting a metal plate
under various conditions, such as different punch velocities, material
properties, or plate thicknesses. For each run, the ensemble consists of
8 inputs and 38 outputs (12 scalar results, 6 event-triggered images, 16
variables changing over time, and 4 videos). The full ensemble is 15K
runs, with about a terabyte of data (including a total of 90K images and
60K videos). For our parameter study we used a very small subset of 5
randomly selected runs with 42 time steps each, giving a dataset of 210
total time steps.

We first examined the effect of reduced sampling on the accuracy
of the results. We measured accuracy by comparing against the a full
sampling strategy, consisting of all vertices, midpoints of edges, and
a random selection of samples for the mesh faces. For each reduced
sampling strategy, we computed the Frobenius norm of the difference
between the pairwise distance matrices computed using the reduced
sampling strategy and the full sampling strategy. The results are shown
in Figure 5. For our reduced sample sets, we first used vertex sampling,
following by edge sampling, followed by face sampling. For a typical
mesh in this dataset, there were 12k vertex samples, 150k edge samples,
and remaining samples randomly taken from the mesh faces. Thus the
25k sample dataset would contain half vertex samples and half edge
samples, and the 200k sample dataset would contain all the vertex and
edge samples plus 37k face samples.

Next we compared different closest point approximations when
computing the metric distance in Equation (1). We compared our ap-
proximations to the standard exact calculation, which computes for
each sample p € §; the closest point on the surface S;, thus approx-
imating the distance e(p,S) in Equation (1). We tried three different
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Fig. 2. Ellipsoid Orientation Data. The results of the metric visualization using ellipsoids with the same geometry and mesh resolution, but with
orientation generated to cluster into three groups. The three clusters were discovered by the metric/MDS calculation. The cluster on the bottom left is
the ellipsoids oriented end-on; the cluster on the top corresponds to the ellipsoids oriented at an angle; and the cluster on the right corresponds to
the ellipsoids oriented left to right.
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Fig. 3. Sphere Resolution Data. The results of the metric visualization on spheres with three distinct resolutions. In this case, the metric separated
the three clusters into two groups. On the left side of the scatter plot are the spheres with higher resolutions and and the right are the spheres with
very low resolution.



Fig. 4. Ellipsoid Data. The results of the metric visualization on a random combination of ellipsoids of different sizes, shapes, resolutions, locations,
and orientations. Although there were many random variations, the metric nevertheless managed to co-locate similar shapes, orientations, and
resolutions in the scatter plot.
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Fig. 5. Sampling Study. Here we compare the effect of varying the number of samples used to compute the mesh metric. On the left (a), we compare
a baseline sampling strategy taking 250k samples (labeled VEF) with reduced sets of samples. For the reduced sample datasets, we computed
the geometric mesh metrics Max, Mean, and RMS in Equations (2)-(4), as well as the geometric field variable metrics based on stress for the
punch-plate dataset. On the right (b), we show that the algorithm’s time requirement scales linearly with number of samples.



approximations: first using the nearest vertex in S to p € S;; next
using reverse sampling, a variation using the nearest vertices in Sy
to a random sample on S, (including faces); and last using nearest
faces, which determines nearest faces on S, as containing the nearest
vertex on S instead of the faces within a bounding box around p € ;.
Note that the nearest faces method is much faster than the standard
implementation, but is not guaranteed to identify all the nearest faces
from S,. If it does identify the correct faces, however, the results are
identical. We show the results of our approximations in Figure 6(a).
Even with our approximations and reduced sampling strategies, the
mesh metric is computationally expensive. However, the full pairwise
distance calculation is in fact embarrassingly parallel, and scales well by
simply splitting full pairwise distance matrix into submatrices. We show
the how the algorithm scales with number of processors in Figure 6(b).

4.3 Simulation Data

We provide examples from two simulation ensembles to demonstrate
the use of our metric on real-world data. Both ensembles are parameter
studies from impact simulations. The first ensemble is from the punch-
plate simulation used previously to understand speed/accuracy trade
offs in our algorithm (Section 4.2). The second is a canister-plate
ensemble, where the effects of different initial position and angle are
examined when a canister strikes a plate.

4.3.1 Punch-Plate

The punch-plate data consists of 10 simulations, each with 20 time
samples (every 50th time step over 1000 steps). In Figure 7(a), we
superimpose all of the time steps for the 10 runs of the punch ensemble.
The points are color-coded by time step, transitioning from blue to
white to red as time increases. Highlighting the final time steps (larger
dark red points), a shared pattern can be seen across all runs, in which
they all begin at the origin, curve up to the right, peak at a sharp
transition, dip down to the left, then end with a rise, also to the left.
Most runs end along the upward slope on the left, though two stand out
as being anomalous. To understand what distinguishes these two, we
pull up the surface meshes for all of the final runs and compare them,
as shown in Figure 7(b). The runs that finish together on the left are
all the simulations where the punch has penetrated the plate. The two
anamolous runs are those where the punch has failed to penetrate.

An additional point is interest occurs at discontinuity in the timelines.
In Figure 8, we examine the surface meshes for two runs, focusing
on the time steps immediately before and after the reversal. We’ve
overlaid arrows on the image to highlight the time sequence of the
points. In both cases, the Von Mises stresses are building until the point
of transition (the red coloration of the post), then sharply dropping off
once a chunk of the plate has started to separate as a plug.

These two examples demonstrate that patterns can be used to reveal
events and other transitions, reducing the number of surfaces that the
user needs to visually inspect.

4.3.2 Canister-Plate

The canister data has 124 simulations, each with 25 consecutive time
steps. In Figure 9(a), we show all of the time steps for the 124 runs
of the simulation. In this example, we see very different patterns from
those observed in the punch-plate example. Here the runs do not follow
a single pattern, but instead the represent differences in the angles of
the canister’s initial position and that of the plate. In Figure 9(b), we
look at a subset of runs for a pitch angle of 45 degrees. We see that the
clock angles of 90 and 180 degrees generate patterns that are almost
mirror images of each other. Similar patterns can be seen with other
combinations of pitch and clock angles.

Using the trajectory visualization technique for the punch-plate data
(Figure 8), we show a typical trajectory for a canister-plate simulation
in Figure 10. In the case of the canister-plate data, the trajectory
proceeds from the upper left corner of the reduced dimensional space to
the lower right, where the canister experiences maximum overall Von
Mises stress as it bounces off the plate. The trajectory the curves back to
the center of the scatter plot, where the canister experiences high local
stress causing the lid to open. It is interesting to note that the canister

experience a similar state and stress both as it first traverses the center
of the scatter plot and during the final moments of the simulation. This
can be seen using the 3D viewer, as shown for both cases in Figure 10.

4.3.3 Metric Comparisons

The punch-plate data can also be used to illustrate some of the prop-
erties of our mesh metric and it’s behavior using field variables. First,
it is interesting to observe the difference between the max, mean, and
RMS options using geometry alone, as shown in Figure 11.

Second, we look at the effect of using a field variable on the mesh
metric. The field variables associated with the punch-plate data are
primarily involved with measuring the stress in the plate. In Figure 12,
we show the metric visualization considering both geometry and Von
Mises stress. See also Figure 11.

5 DISCUSSION

Comparing time steps using mesh data from numerical simulations
is a very difficult problem for a variety of reasons. First, mesh data
is not uniform in either space or underlying dimension. For example,
objects modeled by a mesh in a numerical simulation will very often
change in shape and orientation from one time step to the next, and
hence the number of vertices, edges, and faces in the mesh will change
as well. Second, mesh data encodes not only geometry but also field
data described by both scalar and vector quantities of interest. Third,
mesh data is “big,” because all of the encoded 3D geometric and field
information mush often be recorded at a high resolution over many
time steps to obtain good simulation results. Then, of course, we desire
to analyze ensembles of simulations rather than just one simulation at
a time. Finally, the metric comparisons must be presented in a usable
form for scientists and engineers for interpreting the results of their
simulations.

Our proposed metric for mesh comparison attempts to address all
of these difficulties and provide a visualization tool for ensembles of
simulations. We demonstrated using the toy data that the underlying
metric can differentiate between shape, orientation, and even mesh
resolution. We demonstrated that the metric can be extended to include
field variables as desired, and compared the results using data from a
punch-plate simulation. A particular strength of this approach is that
we can tailor our analysis by considering different field variables and
geometric metrics, all of which can be computed simultaneously.

In practice, our biggest challenge was computation expense, which
we addressed by comparing different approximations for speed and
accuracy using the punch-plate data and using parallel implementations.
In the future, we would like to further speed up the algorithm and
processing larger ensembles and greater numbers of time steps.

Our mesh metric can be used as a stand-alone tool, but it is far more
useful to an actual analyst as a part of a visualization system. To that
end we developed a 3D viewer for the time step data and incorporated
the comparisons into Slycat as an end-user visualization system. This
systems supports rapid investigation of simulation ensembles.

6 CONCLUSION

Surface mesh output from numerical simulations is often of primary
interest to scientists. As the number of time steps and simulations
increase, however, scientists cannot reasonably examine each mesh
individually. We have developed a mesh metric to compare time steps
and provide an abstraction using dimension reduction to simultaneously
visualize all the time steps in a simulation ensemble. Our representation
allows scientists to analyze large collections of surface mesh time steps
from multiple simulations simultaneously. Our metric provides not
only comparison based on geometry, location, and orientation, but also
scalar and vector field variables.

Further, the results of our calculations have been integrated into an
interactive web application using the Slycat framework. This appli-
cation lets scientists easily view and interact with both the abstract
representation of the data as well as examine each time step in detail.
Observations can be bookmarked and shared between collaborators.
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the geometric mesh metrics Max, Mean, and RMS in Equations (2)-(4), as well as the geometric field variable metrics based on stress for the
punch-plate dataset. On the right (b), we show how the embarrassingly parallel version of the algorithm scales with number of processors.
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Fig. 10. Canister Trajectory. Here we show the trajectory of a single canister-plate trajectory in the reduced dimension scatter plot. The trajectory
proceeds from the upper left of the scatter plot to the lower right, passing through the center as the end of the canister bounces off the plate. The
Von Mises stress is highest on the lower right as the canister fully contacts the plate then lower as the trajectory continues back to the center of the
scatter plot, where the canister again bounces off the plate, this time causing the lid to open.
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Fig. 11. Metric Geometric Behavior. Here we compare the effect of using Max, Mean, or RMS to compute the mesh metric, as defined in
Equations (2)-(4). On the left (a) we show the Max metric, in the middle (b) we show the Mean metric, and on the right (c) we show the RMS metric.
In all cases, the five simulation runs in the punch-plate data can be easily distinguished as trajectories in the scatter plot. They originate at the same
point (same initial conditions), and diverge depending on punch velocity. For the Max metric (a), the trajectories diverge in a waterfall pattern. For the
Mean metric (b), the points follow an oscillating pattern, most likely corresponding to the vibration of the plate when struck by the punch. For the
RMS metric (c), the points diverge from the moment the punch strikes the plate.
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Fig. 12. Metric Field Variable Behavior. Here we show the effect of a field variable on the mesh metric, in particular the Von Mises stress on the plate
in the punch-plate data. Although the five simulation trajectories are still discernible (see Figure 11), they are now grouped according to whether or

not the punch actually makes it through the plate.

Together our metric, dimension reduction, and interactive interface
enable analysis of numerical simulation surface mesh data on a scale
previously unavailable.
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