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ABSTRACT
Many fields within scientific computing have embraced advances in
big-data analysis and machine learning, which often requires the de-
ployment of large, distributed and complicated workflows that may
combine training neural networks, performing simulations, running
inference, and performing database queries and data analysis in
asynchronous, parallel and pipelined execution frameworks. Such a
shift has brought into focus the need for scalable, efficient workflow
management solutions with reproducibility, error and provenance
handling, traceability, and checkpoint-restart capabilities, among
other needs. Here, we discuss challenges and best-practices for de-
ploying exascale-generation computational science workflows on
resources at the Oak Ridge Leadership Computing Facility (OLCF).
We present our experiences with large-scale deployment of dis-
tributed workflows on the Summit supercomputer, including for
bioinformatics and computational biophysics, materials science,
and deep learning model optimization. We also present problems
and solutions created by working within a Python-centric software
base on traditional HPC systems, and discuss steps that will be
required before the convergence of HPC, AI, and data science can
be fully realized. Our results point to a wealth of exciting new pos-
sibilities for harnessing this convergence to tackle new scientific
challenges.

CCS CONCEPTS
• Software and its engineering → Software design engineer-
ing.
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1 INTRODUCTION
Emerging scientific computing efforts that make use of leadership-
class high performance computing (HPC) resources have begun
to incorporate complex, heterogeneous tasks that may run asyn-
chronously on the resources, and may require multiple different
tasks that each use the resources in different ways. This shift away
from large, synchronous, homogeneous computing patterns that
have traditionally been deployed on leadership systems is due in
part to the increasing use of artificial intelligence (AI), such as
deep learning, together with traditional HPC simulations [6, 33, 54].
The use of AI together with HPC simulation promises to provide
increases in both accuracy and efficiency, and has been demon-
strated for climate modeling [38], molecular simulation and ma-
terials science [30, 34], fluid dynamics modeling [10] and plasma
simulations [3]. In addition to these types of hybrid simulation/AI
workloads, some computational methods employ complex strate-
gies to efficiently sample parameter spaces or simulated poten-
tial energy surfaces. Examples include optimization algorithms
and hyperparameter tuning [13, 14, 40] and replica-based “en-
hanced sampling" schemes [9] in molecular dynamics simulations
[11, 25, 28, 32, 36, 49, 51].

As leadership-class scientific computing enters exascale, these
large hetergeneous workloads will require efficient workflow man-
agement schemes to enable both effective deployment and the abil-
ity to address fault tolerance, and error handling and provenance
analysis when running tens of thousands of potentially asynchro-
nous tasks of different types with complex dependencies on each
other. Here we describe our experiences deploying several different
examples of such workflows at scale on the pre-exascale Summit
supercomputer at the Oak Ridge Leadership Computing Facility
(OLCF), and discuss how these experiences will translate into ef-
ficient workflows on larger systems such as the Frontier exascale
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supercomputer soon to be deployed at the OLCF. However, while
our experiences are derived from work targeting leadership-scale
deployments, our software approach, strategies, and lessons learned
are applicable muchmore broadly, andwill be useful for deployment
of workflows on cloud resources and academic clusters.

2 BACKGROUND
The term “workflow" can have a number of different meanings
from serial tasks in a particular order, to a set of jobs that may be
performed on different resources. For business applications, work-
flows are generally seen as software that provides a formal way to
describe a small set of repetitive tasks performed in a particular
order [23]. Scientific workflows, in an analogous way, can be de-
scribed as a defined set of tasks that must be completed in order
for a scientist to go from a given set of data or a scientific problem
to a scientific product. Scientific computing workflows will often
involve many computationally intensive, heterogeneous tasks and
are often data-oriented rather than control-flow oriented [5]. Here,
in the context of HPC-based scientific computing workflows, we
focus on large, parallel workloads that are deployed on the same
parallel computing system, potentially having some components
that may be performed in consecutive steps. Generally, these work-
flows will use a dataflow execution model, where compute resource
units are given the next task in a queue when they become available.
Any workloads that are complex or large enough will often require
the use of a workflow manager, or top-level program that manages
parallel distributed tasks and then reduces the data into a final form.
For simple sets of completely parallel tasks, home-made scripts can
be used. However, as the workflow becomes more complex these
scripts create impractical amounts of work and potentially can
back-up shared launch-nodes and file systems. Therefore, workflow
management software created to explicitly manage task dispatch,
work distribution, error analysis and fault tolerance, and other
needs, is developed.

2.1 Workflow management software
In the realm of scientific computing workflows, a number of so-
lutions have been developed, some of which are focused on more
specific needs such as simulations for materials science or climate
modeling [1, 18, 19, 21, 29, 50]. Some domain-specific tools for
molecular simulations in biophysics aimed at increasing the sam-
pling of the physical phase space have also emerged [8, 41]. Several
of these solutions have used database management software as the
underlying engine that manages connections between tasks.

Use of database management software for workflows. As far back
as 1998, Ailamaki and co-workers noted that a database manage-
ment system (DBMS) has many essential properties of a workflow
management system and with a data-object view of scientific work-
flows the DBMS could be used to manage parallel computational
tasks [4]. Since then, several scientific workflow management pro-
grams have incorporated DBMSs into their software design. For
instance, Copernicus [42] uses the Python interface with sqlite,
and Fireworks [29] and Radical Pilot [35, 48] use MongoDB for
task management. Efficiency trade-offs stemming from the use of
DBMS in scientific workflow programs has been discussed in re-
cent literature within the context of HPC and massively parallel

distributed solutions [46], noting that the analytical capabilities that
the DBMS provides, while useful for analyzing workflow output
and performance, can reduce efficiency of the workflow.

2.2 Scientific Workflows on HPC Systems
It is now being realized that a need for HPC and leadership-scale
workflow managers exists. Some recent solutions have focused
on task dispatch rate for very large numbers of short tasks, and
scaling to large numbers of tasks [7, 52]. The Swift/T program is
such a solution, but requires the use of a special-purpose compiler
to compile the workflow into the MPI framework. Reported task
dispatch rate exceeded 60 thousand tasks/sec and Swift/T was able
to use 64 thousand cores at greater than 90 % efficiency. However,
the use ofMPI reduces the ability of theworkflow to be fault tolerant
to the failure of workers [20].

Radical Pilot was deployed at scale on the Titan supercomputer at
the OLCF for molecular dynamics simulations [36]. The MongoDB
DBMS was tested for resiliency with respect to the connections
required to launch over 15,000 tasks on the OLCF Summit super-
computer [37]. In later work, FireWorks was deployed at scale on
OLCF Summit for structure-based drug discovery simulations for
COVID-19 research [26]. While the resiliency tests succeeded on
Summit, they required the launching of MongoDB on a compute
node in order to access the ability to set the node ulimit to a large
value (∼64K). Launching of FireWorks was performed through an
external interface with another compute cluster known as the Slate
Marble system, a container orchestration system built on Kuber-
netes and OpenShift.1 In this case, ulimit settings and connection
failures caused some inefficiency and a more efficient dispatch was
provided with an in-house workflow script using an in-memory
DBMS.

Most recently, solutions based on pure Python with no third-
party DBMS software have been deployed on HPC systems. The
Parsl parallel scripting library enables the flexible creation of paral-
lel workflows and has been shown to scale to 250000 workers across
more than 8000 nodes [7]. The Dask parallel library also provides
a scripting API for parallel task dispatch [43]. Dask has been used
on Summit for launching large HPC workflows for evolutionary
algorithms including the LEAP library [15].

2.3 Workflow Needs for Evolutionary
Algorithms

Evolutionary algorithms (EAs) provide a scalable, efficient means
for performing optimization and parameter exploration on parallel
computing resources by not only exploiting the naturally paral-
lelizable nature of EAs, but by doing so in an asynchronous man-
ner [45]. On HPC systems (as opposed to cloud resources), a job
allocation must be efficiently used without long periods of idle
resources. Therefore, efficient deployment of EAs on HPC systems
require some algorithmic modifications to prevent idle nodes. One
such solution is the asynchronous steady-state evolutionary al-
gorithm (ASEA), described in detail in section 3.1.1 below. More
complex combinations of different EA-driven neural network train-
ing schemes can require the workflow to enable communication

1https://docs.olcf.ornl.gov/services_and_applications/slate/overview.html
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Figure 1: This depicts the circular workflow between MEN-
NDL and Gremlin. MENNDL learns a model from an initial
set of training data. Gremlin finds feature sets where the
model performs poorly. The training data is updated to in-
clude more examples that correspond the feature sets. The
cycle then continues withMENNDL resuming training from

between several different programs that each run on a large re-
source set.

One example of a complex High Performance Computing (HPC)
workflow between two ML components is shown in Fig. 1, and
shows how gaps in training data can be filled in by using an ad-
versarial EA to find those gaps. There, the EA Multi-node Evolu-
tionary Neural Networks for Deep Learning (MENNDL) trains a
deep learner (DL) model using the given training data; it will also
perform hyperparameter and architecture optimization by evaluat-
ing thousands of different DL model configurations in parallel on
Oak Ridge National Laboratory (ORNL)’s Summit supercomputer
[39, 40, 53]. Then Gremlin takes the best model from MENNDL,
which finds a set of features where the model performs poorly. This
information is exploited to adjust the training data to add more
examples corresponding to those poor performing feature sets. The
cycle continues when MENNDL then resumes training with the
updated training set. The challenge here is that these two EAs can
be run consecutively, but it may be more efficient to have them
running simultaneously with a work-flow tool intelligently man-
aging their respective resources and ensuring that the two EAs
work with one another effectively. Implementing such a complex
HPC workflow on a system like Summit, and its successor Frontier,
remains a challenge.

2.4 Workflow Needs in Computational
Biosciences

Biological molecular processes are some of the most complex to
model, as they are highly non-linear, multiscale, and often mod-
eled non-deterministically. Exponential growth in the number of
known sequenced genomes, driven by decades of advances in gene
sequencing technology, has created a widening technology gap:

that of extracting evolutionary information and biological function
from these sequences. In order to break through the data processing
barrier in bioscience research, we require a multi-pronged com-
puting strategy that can deal with heterogeneous problem sizes
of computational molecular evolution, protein structure predic-
tion, biomolecular simulation and structural analysis. Simulation
tools, methods to analyze the flood of sequence and structure data,
and the recent incorporation of AI have enabled advances in our
ability to design and predict biomolecular systems for medicine,
bioenergy and biosecurity. HPC can provide a way to help bridge
some of the technology gaps caused by the data explosion. HPC
workflows in biology can use a combination of tools such as deep
learning based protein structure prediction, sequence alignment,
and modeling/simulation, deployed at the genome scale [24].

2.5 Workflow Needs in Computational
Chemistry and Materials Science

A recent explosion of data and AI driven methods in chemistry and
materials science [2] has opened the door for the combination of
HPC simulation, data science and machine learning [16, 54]. Recent
work in this direction by our team has involved the deployment of
programs for training neural network models of physical potentials
for running fast molecular simulations with higher accuracy on
larger systems. This creates a requirement for deploying complex
workflows that launch training and simulation in parallel in order to
create an optimized model that represents as much of the complete
physical phase space as possible.

2.6 Software Considerations for HPC
Workflows

In the following, we will describe some of the programming con-
siderations, software design strategies and optimizations we de-
veloped to enable the creation and deployment of workflows on
HPC systems for a number of different efforts, and work-arounds
for problems we encountered, using the Dask parallel library. We
discuss steps we took to deploy these workflows at large scale on
the Summit supercomputer, and envision potential strategies for
even larger deployments on upcoming exascale systems based on
our experiences.

3 USING DASK TO SUPPORT LARGE
SCIENTIFIC WORKFLOWS

Dask is a popular python package for distributed processing that
scales from laptops to supercomputers [17]. In this section we
describe two Dask-supported scientific workflows that have been
demonstrated to scale on HPC platforms. We also relate difficulties
encountered while scaling Dask along with associated workarounds
and solutions.

3.1 Two Dask-supported HPC Scientific
Workflows

Here we share two HPC workflows that we have implemented
using Dask. The first workflow describes is where new tasks are
added during a run – e.g., for an evolutionary algorithm where new
individuals have to be added to the task queue for evaluation. The
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Figure 2: This figure shows an example of an HPCworkflow
where new tasks are added during the run — in this instan-
nce this is for the ASEAworkflow. The rounded box is a pop-
ulation of evaluated individuals, where an individual repre-
sents a specific set of features for a problem of interest. The
GPU icons represent Dask workers that evaluate offspring.
Grey individuals have been evaluated where red are under-
going evaluation. The gray dotted outline individual repre-
sents a parent that was selected with replacement to be used
to create a new offspring by being cloned and thenmutating
that clone.

second workflow style entails processing a single, large batch of
data for a fixed number of pre-defined tasks, and which was used to
manage biomolecular workloads running structure prediction with
AlphaFold2 [31] and molecular dynamics simulation with OpenMM
[22] on Summit.

3.1.1 Dynamic workflows with Dask. Figure 2 depicts the workflow
for an ASEA, which is an example of a workflow where new tasks
are dynamically added while the workflow progresses. In this work-
flow, a single population, shown in the rounded box, is updated
during a run. Individuals are evaluated on Summit nodes, repre-
sented by the GPU icons. When an individual is finished evaluation,
it is compared with a randomly selected individual in the current
population; the best of the two gets to stay in the population. The
HPC resource used to evaluate that individual is now idle, so a
random individual is selected from the population, cloned, and that
cloned mutated to create a new, unevaluated offspring, which is
then assigned to that resource to get it active again.

The code in Listing 1 is an implementation for the ASEA work-
flow shown in Fig. 2. In lines 1–2 an initial random population
is created and then distributed to all the Dask workers via the
client.map() call, where eval_ind() is a function that evaluates
a single individual, and init_pop is a list of the initially generated
random individuals. client.map() returns a list of futures that
is used to get a Dask iterator in line 3; this iterator is used in the
for loop in the next line to cycle through each individual as a Dask

1 init_pop = create_initial_pop ()
2 futures = client.map(eval_ind , init_pop)
3 as_compl_iter = as_completed(futures)
4 for finished_task in as_compl_iter:
5 result = finished_task.result ()
6 print(f'Evaluated individual: {result}')
7 update_population(population , result)
8 offspring = create_offspring(population)
9 future = client.submit(eval_ind ,
10 offspring)
11 as_compl_iter.add(future)

Listing 1: This python code shows howDask can be used
to implement the ASEA workflow shown in Fig. 2.

worker completes an evaluation. Normally a Dask user would call
Client.gather() to wait on all the futures, but we want to capture
each individual as it is evaluated so that we can consider inserting
it into the population, and then we want to create and assign a
new offspring to its Dask worker so that it is busy again. Lines 5–6
updates the population with the new individual, either by replacing
a current individual in the population with the new individual or
discarding the new individual if its fitness is inferior. Line 8 a new
individual, or offspring, is created, usually by randomly selecting
an individual with replacement from the population, then that indi-
vidual, or parent, is cloned, and then mutated, thereby creating an
entirely new individual. This individual is then assigned to the pre-
viously idle Dask worker associated with finished_task so that
it resumes work; this is done by calling client.submit() with
the new offspring and the previously used eval_ind() function.
However, of particular note is that the returned future is then used
in line 11 to notify the iterator, as_compl_iter, of the new task.
This is why we captured that iterator in line 3 so that we could later
call its add() member function. (For those that use python 3.8, or
greater, you can use the new walrus operator to assign and use the
iterator variable in the for loop declaration. 2)

This workflow is better suited for HPC environments than the
more traditional by-generation EAs. That is, progress to the next
generation with the by-generation approach cannot proceed until
all the new individuals of that generation have been evaluated; this
is problematic if some individuals finish processing early, which
means their corresponding HPC resources will idle until the next
generation. By contrast, with the ASEA approach when an individ-
ual is finished processing a new offspring is immediately generated
and assigned to that resource, thus minimizing idle time [45]. This
workflow has been successfully scaled to run on the Summit super-
computer [14].

3.1.2 Static workflows with Dask. The workflow described in §3.1.1
took a great deal of trial and error to get fully functional on ORNL’s
Summit supercomputer, primarily because of its Power9 architec-
ture, but also because Dask required some tuning to get it to scale
to 1,000 nodes, which are described in more detail in §3.2.2. How-
ever, evidence of Dask’s flexibility came when a need arose to scale
Alphafold2 to run on Summit in that existing code for the ASEA
implementation was repurposed to support AlphaFold2 in only a

2https://docs.python.org/3/whatsnew/3.8.html
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Figure 3: This diagram depicts a common workflow for pro-
cessing biophysics data, in this case proteins, which are rep-
resented by the icons of strands of circles. The rounded box
represents a queue of proteins awaiting evaluation, and the
GPU icons correspond to Dask workers processing a pro-
tein. When a worker finishes processing, the next protein
is popped from the queue and assigned to it to begin pro-
cessing.

day and a half. Moreover, this proved to be a template of sorts in
that this code was repurposed again to support massively parallel
OpenMM runs on Summit. We describe this simpler, but useful,
workflow here.

Figure 3 shows this workfow, that is, one for a static workflow
instead of the dynamic workflow described earlier. That is, we
would know ahead of time the entirety of data that needs processed,
and no new data to be processed will arise during a run’s course.
Here, a simple flat file of proteins is read, then they are fanned
out to Dask workers for processing — in this case, AlphaFold2
was called as as Python subprocess to work on a given protein.
When a task was completed, the next protein was popped from
the Dask scheduler’s queue, and assigned to the completed tasks’s
Dask worker, thus ensuring it remained busy. This process would
continue until the queue was empty.

1 all_items = read_items ()
2 futures = client.map(process_items , all_items)
3 for finished_task in as_completed(futures):
4 result = finished_task.result ()
5 print(f'Finished processing: {result}')

Listing 2: Example code demonstrating how to
implement the workflow shown in Fig. 3.

Listing 2 shows corresponding python code implementing this
workflow, and which is much simpler than the code shown in
Listing 1. Here, in line 1, read_items() will read the flat file of
items to be processed. (In the case of AlphaFold2, this was a list of
proteins.) Then, as before, these items are fanned out to available
Dask workers via client.submit()where process_items()will
compute on each item in parallel. If the number of items exceeds
the number of queues, then items not yet processed are held in
the Dask scheduler’s queue. Items are popped from that queue and

assigned to a Dask worker for processing as a worker completes a
task.

We could have used client.gather() instead of the for loop,
but the loop allows for tracking completed tasks. (Alternatively we
could have implemented a Dask worker plugin that would mon-
itor completed tasks3, but this approach is simpler and easier to
understand.)

This workflow has also proven to be flexible enough to be readily
applicable to other, similar problems. For example, it has success-
fully be reapplied to allowing for massively parallel processing of
molecular dynamics models using OpenMM. We anticipate using
this as a form of template for other problems that have similar
computational needs.

3.2 Encountered Dask issues and their
solutions

While scaling our Dask applications to work on Summit, we would
occasionally encounter problems. Here, we describe some of those
problems and their respective solutions or work-arounds.

3.2.1 Invoking Dask with class member functions. As seen ear-
lier, submitting tasks to Dask for work involves invoking either
client.submit() or client.map() with a single function and an
item or items on which to apply that function per Dask worker.
However, it may be the case that from time to time one will need
to pass in a class member function to those functions, instead. This
was the case for our EA that used the Library for Evolutionary
Algorithms in Python (LEAP) toolkit because one requirement is
implement a class that has a member function, evaluate() that is,
in turn, directly called by Dask workers.

1 class ExampleLEAPProblem(ScalarProblem):
2 def __init__(self , model_fpath: str):
3 super().__init__ ()
4 # Load the model here so we don't

reload for each evaluate (),
5 # but this is actually bad.
6 self.model = Model()
7 self.model.load(model_fpath)
8

9 def evaluate(self , phenome) -> int:
10 """
11 Evaluate the phenome with the given

model.
12 :param phenome: is named tuple

describing state
13 :returns: score for model performance

for this state
14 """
15 fitness = self.model.predict(list(

phenome))
16 return fitness

Listing 3: Example code showing a LEAP Problem class.

Listing 3 shows an example of a LEAP Problem class where a
model must be run with a given set of features per Dask worker.
3https://distributed.dask.org/en/stable/plugins.html#worker-plugins
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That is, the task a Dask worker gets is to accept a set of features,
here the phenome, and then calls the associated evaluate() with
that argument. Models are generally large, so this version of the
class tries to mitigate the load times by loading the model once in
the constructor, and then just referring to the model in the function
call.

However, though this is what normally happens, things are a
little different using Dask. In this case, when the Dask worker
gets a new phenome, it actually copies over the entire object to
invoke it, which means the model comes along for every single
invocation. And since this sometimes means being transmitted over
the network, this could greatly impair performance. Fortunately,
Dask is good at warning about this scenario when it detects that an
onerous amount of data is being sent to workers for each new task.

One solution that works is to move the model creation and load,
which corresponding to lines 6–7, into evaluate(). This is not
satisfying because now the model is created and loaded for every
evaluation, so network load has been exchanged for additional
computing burden.

1 def evaluate(self , phenome) -> int:
2 worker = get_worker ()
3 fitness = worker.model.predict(list(

phenome))
4 return fitness

Listing 4: Updated evaluate after use of client.scatter().

Another solution would be to use client.scatter(). That is,
on the Dask client the model is created and loaded, and then
client.scatter() is used to transmit that model to the work-
ers so that it is stored locally. Then evaluate() can refer to the
model stored in the worker, thus saving network and compute re-
sources. The updated evaluate() that assumes the Dask client has
done this is shown in Listing 4. Now the model is indeed loaded
once in each worker, but as the scatter() documentation warns 4,
this is still not the ideal approach because the model still has to be
transmitted to all the Dask workers, though admittedly this only
occurs once.

1 def setup_worker(model_path=None):
2 """ setup worker to run model """
3 worker = get_worker ()
4 worker.model = Model()
5 worker.model.load(model_path)
6

7 with Client () as client:
8 client.run(setup_worker ,
9 model_path='some/model.pkl',
10 wait=True)
11 # ... regular Dask tasking follows

Listing 5: Using run to have Dask workers load models
at start of run.

Listing 5 shows the ideal solution. There, a helper function,
setup_worker(), will instruct a given Dask worker to create and
4https://distributed.dask.org/en/stable/api.html#distributed.Client.scatter

load the model. Then, later, the client.run() invokes that func-
tion for all the workers, and which is done before the actual desired
tasking starts. Make particular note of line 10, wait=True, because
by default client.run() works asynchronously such that it may
be the case that a worker has not yet loaded a model before it
gets tasking that expects its model to be loaded and ready. Using
that wait=Truemeans that the run() will not proceed until all the
workers have loaded their respective models.

3.2.2 Tuning Dask configuration files. When an HPC application
that uses Dask is run for the first time, it creates two YAML-formatted
configuration files in your home directory. These are:

~/.config/dask/dask.yaml General Dask configuration
~/.config/dask/distributed.yaml Distributed Dask con-

figuration

Most of the values in these files will be commented out, which
is convenient to see what variables exist, and maybe a hint as to
their function. Adjusting some of the configuration variables found
in these files becomes critical on very large HPC platforms like
Summit. We will give suggestions for some variables to set and
why, but we strongly encourage performing your own sensitivity
studies since these settings will be tightly coupled to the systems on
which Dask tasks are run. As an aside, these configuration variables
are documented on the Dask web site5, and we strongly encourage
reviewing them before trying to adjust these settings.

~/.config/dask/dask.yaml is the smallest of the configuration
files, and the only option of interest to us is temporary-directory.
By default, Dask will create scratch directories in the current direc-
tory from which the executable processed is launched. On a system
like Summit, this usually means the high-speed GPFS filesystem.
However, Dask I/O is better served by, instead, writing to /tmp
since, in the case of Summit, that is on the same node as the Dask
worker. This may be similar to your HPC setup for running jobs.
A viable alternative is to use a very fast solid-state drive that is
local to workers, if such is available on your systems. For Summit,
the burst-buffer is just such a device, with the handy side-effect of
automatically cleaning up the Dask scratch directories upon job
completion.

However, most of your attention will be on tuning parameters
found in ~/.config/dask/distributed.yaml. In that file most
of the attention should be given to variables that control time-
outs, heartbeats, and time-to-live (TTL). The timeouts are fairly
self-descriptive, but the heartbeats bear some discussion. First, the
client will periodically send a “heartbeat” to the Dask scheduler; if
the scheduler has not heard from the client in a span of time, then it
will assume the client is gone and unregister that client. This span
of time is controlled by distributed.client.heartbeat and de-
faults to 5 seconds, and for Summit we increased that to 30 seconds.
However, it is not the client heartbeat that will be the cause of
the most potential woe, but rather a similar heartbeat for the Dask
workers. Just as with the client if the scheduler does not get a heart-
beat from a worker within a span, it will assume the worker is dead,
and so will unregister it and reassign its task to another worker. The
variable controlling this is distributed.scheduler.worker-ttl,

5https://docs.dask.org/en/latest/configuration.html#configuration-reference
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which is a little counterintuitive since naturally you would be look-
ing for worker-heartbeat, which does not exist. In any case, when
running jobs with hundreds or even thousands of workers, the num-
ber of heartbeats the scheduler has to “listen” to can be overwhelm-
ing, so dialing up this variable may be very helpful, particularly if it
is observed during sensitivity runs that workers are getting unreg-
istered when they are actually still active. (However, if your Dask
workers appear to be mysteriously dying, we suggest looking at this
site for guidance: https://distributed.dask.org/en/stable/killed.html)
It also may take a while for connections to be made especially if
a lot of workers, say thousands, are coming online. So other vari-
ables to address are distributed.comm.timeouts.connect and
distributed.comm.timeouts.tcp, which both default to 30 sec-
onds. For Summit, we have had to greatly increase those to 1800
seconds for large numbers of workers, but those values will differ for
other systems, of course. We also recommend ensuring that worker
stealing is on by setting distributed.scheduler.work-stealing
to True; there is more discussion on worker stealing in the next
section.

4 PERFORMANCE TESTING OF DASK
WORKFLOWS AT SCALE

There are a number of parameters that can be tuned to enable Dask
to both run successfully on large numbers of nodes, and to use
these resources efficiently. An important functionality within Dask
is the ability for workers to steal tasks from the pre-determined
task lists that are created on initialization and assigned, and may be
sub-optimal.6 With a dataflow execution model, if tasks have a vari-
ability in runtime, this can help significantly with reducing worker
idle time and filling all available compute resources with work, espe-
cially if the initial task list creates an unbalanced assignment. Exact
details about initial task assignments and work stealing policies are
decided within settings connected with the scheduler, and may be
difficult to tune and understand exactly. Some of the factors that
Dask uses to determine how work stealing is performed is based on
metrics that are used to determine runtimes of a particular function,
and detectable locations of the data the workers will require to per-
form their task. Dask uses a moving average over function runtimes
to obtain an approximation for how long a task is expected to run.
If a particular function can have highly variable runtime based on
input type, it is possible that this method will provide an inaccurate
estimate. In addition, Dask tries to understand the communication
requirements of distributed calculations and data locality, for treat-
ing partitioned matrix calculations and other distributed tasks with
dependencies and data-sharing and communication requirements;
for completely parallel tasks, these calculations may not be help-
ful for performance. In addition to the Dask decisions about task
dispatch, it is possible that user-modifications to the list passed to
Dask could also influence performance. To test these factors, we
create a list of simple tasks with a large variation in time to solu-
tion, by specifically including a waiting step of a variable number
of seconds drawn randomly from a distribution. We used this task
list to query the final task order that Dask dispatched, and how
much idle time resulted. We also tested the effects of turning the

6https://distributed.dask.org/en/stable/work-stealing.html

work stealing function on and off, and how a task list pre-sorted by
runtime affects the Dask workflow that is dispatched.

Figure 4 shows the results of running the test workflow with
work stealing turned on and on an input list of tasks that was
sorted by runtime size, and one that was not. In many cases an
approximate runtime can be predicted if a calculation scales as
some function of the input’s characteristics. For protein structure
prediction, for instance, runtime is dependent on sequence length.
Figure 4 A shows the distribution that was drawn from to create
the task runtimes for the test workload. B shows the distributions
of idle times for each worker when using the sorted (green) and
unsorted (blue) input list. Here, the sorted input list added to the
overall efficiency by reducing the worker idle times. C and D show
the worker tasks that were run for each set-up; the first set of tasks
elucidates the initial task list that is created by Dask. In the case
where wok stealing is turned on and sorting is applied, it seems the
initial task list distributes in a round-Robbin manner, assigning a
task from the list to each worker before returning to add a new task
to the first worker’s list. Thus, the larger tasks are assigned to all
workers first. Following this, some smaller tasks seem to have made
their way in between two consecutive large tasks, and it would
appear that some rearrangement of the task list must have occurred.
For the unsorted input, the initial tasks appear to also be random,
and for some workers during the workflow run, several consecutive
large tasks were also assigned to workers.

Figure 5 shows the measured idle time for workers, for both the
sorted and unsorted input lists, when work stealing is turned off.
Behavior is very different this time, with the sorted input leading
to substantially more idle time for the workers. An inspection of
the two initial task assignments showed that in the sorted situation,
tasks were not distributed in a round-Robin manner from the list,
but rather the first, largest tasks were assigned to the first 45 work-
ers. The last workers received only small tasks, and without the
work stealing option turned on, no optimization of the queue was
performed and many workers remained idle after completion of all
of their tasks, while the first workers remained occupied with large
jobs. On a system like Summit, this inefficiency is also expensive,
in that there is no elasticity in the batch job scheduling system and
a large job request will continue to use all requested nodes even
when these nodes may be idle.

While these tests have demonstrated default Dask behavior, there
are a number of parameters that can be set to control how the
scheduler makes task lists, decides on work stealing procedures,
and howwork is prioritizedwhen there aremore tasks thanworkers.
It is clear that performance and efficiency relies heavily on all of
these setting and the decisions that Dask is making about how to
distribute and execute work in the workflow. We see that in this
case, it is more efficient to use the work stealing features even when
tasks have no dependencies, no communication needs, and almost
no data to be moved.

4.1 Deployment at Scale for Molecular
Dynamics Simulations

Atomic-resolution structural models of biomolecules, such as pro-
teins, nucleic acids, and membranes, can provide key insights into
the system’s function and relevance in biochemical processes. Yet,
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Figure 4: Demonstration of task sorting. (A) Distribution of task processing times. A static set of 3000 tasks were performed
to benchmark the behavior of distributing heterogeneous tasks evenly across all available workers. (B) Distribution of time
where workers are idle after completing their allotted tasks for the sorted and unsorted tasks lists, shown in green and blue,
respectively. (C) and (D) Worker schedules for the sorted and unsorted runs. Pre-sorting tasks based on their expected compu-
tational expense can aid the efficiency of the overall workflow. Work-stealing was active during this set of tests.

these molecules are inherently dynamic with complex free energy
surfaces that describe the system’s conformational states. Molecular
dynamics (MD) is an efficient method to sample the conformational
states of biomolecules by numerically propagating Newton’s equa-
tions of motion for atomic systems. The calculations performed
during MD simulations are prime for GPU-acceleration and paral-
lel computing methods on HPC resources. Furthermore, the Dask
workflows presented here have been used to run massive amounts
of MD simulations, making traditionally-expensive protocols like
Replica Exchange MD, Adaptive Sampling, and other free energy
calculations much more feasible.

To demonstrate a basic Dask workflow’s capability, a series of
MD simulations are run as tasks. The OpenMM [22] simulation
engine was used for running NVT simulations of the SARS-CoV-2
Mpro enzyme with a bound ligand and a solvent box of TIP3P water
molecules [44]. The Amber ff19SB[47] and GAFF force fields were
used as parameter sets for the protein and ligand, respectively. The
Langevin dynamics thermostat was used to maintain a 310 K tem-
perature. Particle mesh Ewald (PME) was used to approximate long
range interactions with an explicit nonbonding interaction cutoff

of 12 Å. The integration time step was 2 fs. Trajectory frames were
written every 50,000 steps with a total of 250,000 steps performed
(0.5 ns of simulation per task). Each MD simulation is given 1 GPU
and 1 CPU core as resources.

The Dask pipeline was tested on 1 to 1000 Summit nodes, with 6
workers per node. The number of tasks were scaled by the number
of workers, 3 per worker. The client waited for all workers to spin
up before tasks began processing. Figure 6 shows the worker sched-
ule of the MD workflow running on 45 nodes (270 workers). Red
lines indicate the start and end of the Dask workflow while green
bars indicate times during which a worker is running a MD sim-
ulation. The empty slots represent overhead times during startup
of the Dask scheduler, Workers, and Client as well as the shut-
down overhead as tasks finish and communications are stopped.
Minimal overhead is seen between tasks as they are handed off
to workers. Table 1 shows the average and standard deviation of
these overhead times for the MD Dask workflow across a range
of nodes. Generally, all overhead times increase as the number
of nodes increases although this behavior is not linear. As more
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Figure 5: Distribution of worker idle times for Dask work-
flows where work stealing is set to false (work-stealing :
False) in the configuration file. The same set of tasks were
run as shown in 4A. The same sorting is performed on
the tasks shown in green, resulting in a small number of
workers receiving an inordinate number of time consuming
tasks.

workers are provided to perform more tasks, the Dask Scheduler re-
quires more CPU cores and communications between the Scheduler,
Workers, and Client become more time consuming. For 1000 nodes,
the dask-scheduler command was provided 20 cores rather than
the 10 provided for the other runs of the workflow.

In terms of MD efficiency, the Mpro trajectories were obtaining
189.5 ± 0.5 ns day−1. Since each task is performed independently,
this simulation efficiency is not affected by scaling to large num-
ber of nodes. Therefore, each node can perform six trajectories of
≈190 ns in a day. Once scaled to hundreds or thousands of nodes,
this Dask workflow can easily obtain hundreds of microseconds
and up to milliseconds of MD simulation of biomolecular systems
within a single day in the form of independent MD simulations,
which overcomes potential pitfalls of an equivalently long single
MD simulation. This amount of sampling is often required for
experimentally-accurate quantitative analysis of a biomolecule’s
conformational free energy landscape and/or the system’s kinetics
[12, 27].

Table 1: Worker overhead times in seconds.
Nodes Start End Between

(Workers) Task

1 (6) 62.6109 ± 0.0003 8. ± 4 1.6458 ± 0.0002
2 (12) 64.2754 ± 0.0004 3. ± 4 0.6018 ± 0.0002
45 (270) 78.763 ± 0.008 8. ± 2 3.748 ± 0.008
500 (3000) 91.49 ± 0.09 100 ± 10 31.6 ± 0.2
1000 (6000)† 203.4 ± 0.2 30 ± 20 27.9 ± 0.5
† CPUs provided to the Scheduler were increased to 20 cores to handle
the increased communication overhead.

Code is available to recreate this Dask workflow at https://github.
com/BSDExabio/OpenMM-on-Summit

Figure 6: Walltime plot of Dask workers processingMD sim-
ulation tasks on 45 Summit nodes. Red lines indicate the
start and end times for the submission script that spins up
the Dask scheduler, workers, and client. Tasks handled by
the workers are run using a subprocess call to a separate
python script. Overhead time can be seen at the beginning
and end of the job, with negligible overhead in between
tasks.

5 DISCUSSION AND CONCLUSIONS
We have shown that the Dask parallel Python library can be ef-
ficiently used to launch large workflows on HPC systems both
statically, where all tasks are defined completely at the launch of
the workflow, and dynamically, where idle workers are assigned
a new task that is created on-the-fly based on the current state of
the workflow. The latter is a strategy for optimization algorithm
deployment such as in the use of asynchronous steady-state evolu-
tionary algorithms. There are many configuration parameters and
run options that can be set or adjusted to enable better performance
and scaling to larger numbers of compute nodes.

We also shared Dask-related problems related to using class
member functions when managing onerous common resources,
such as using a model to make predictions within a Dask task. We
also related the necessity of tuning certain Dask configurations for
timeouts, heartbeats, as well as specifying where Dask temporary
files are written to address potential performance issues. Along the
way we pointed the reader to supporting Dask documentation that
may otherwise have been easily missed.
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We found that enabling work stealing was important to perfor-
mance when all other worker task assignment related parameters
were used in their default settings, using benchmark tests with
variable runtimes. Timeout settings and numbers of compute cores
provided to the dask-scheduler helped prevent workflow failures
for higher node counts. We demonstrated a large deployment of
molecular dynamics simulations on OLCF Summit with 1000 nodes.
While overhead times increased about 10 times when going from
45 to 1000 nodes, the total overhead is a small fraction of the total
runtime for these simulations when used in production, and there-
fore is not a concern. Overall, it seems that using a Python parallel
framework with no third-party database management software
is an effective solution with a simpler installation for large-scale
deployments on HPC systems. In conclusion, we have found that
reusable, scalable workflows can be deployed with a similar, light-
weight Python framework for many different types of scientific
computing efforts across many disciplines, and this approach can
provide a strategy to manage the complex, heterogeneous work-
loads that are emerging as HPC simulation converges with machine
learning.
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