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Abstract—Reinforcement Learning (RL) provides an ability to
train an artificial intelligent agent in dynamic and uncertain
environments. RL has demonstrated an impressive performance
capability to learn nearly optimal policies in various application
domains including aerospace. Despite the demonstrated perfor-
mance outcomes of RL, characterizing performance boundaries,
explaining the logic behind RL decisions, and quantifying re-
sulting uncertainties in RL outputs are major challenges that
slow down the adoption of RL in real-time systems. This is
particularly true for aerospace systems where the risk of failure
is high and performance envelopes of systems of interest may
be small. To facilitate adoption of learning agents in real-time
systems, this paper presents a three-part Test and Evaluation
(T&E) framework for RL built from Systems engineering for
artificial intelligence (SE4AI) perspective. This T&E framework
introduces robustness testing approaches to characterize per-
formance bounds on RL, employs Explainable AI techniques,
namely Shapley Additive Explanations (SHAP) to examine RL
decision-making, and incorporates validation of RL outputs
with known and accepted solutions. This framework is applied
to a high-speed aerospace vehicle emergency descent problem
where RL is trained to provide an angle of attack command
and the framework is utilized to comprehensively examine the
impact of uncertainties in the vehicle’s altitude, velocity, and
flight path angle. The robustness testing characterizes accept-
able ranges of disturbances in flight parameters, while SHAP
exposes the most significant features that impact RL selection
of angle of attack—in this case the vehicle altitude. Finally,
RL outputs are compared to trajectory generated by indirect
optimal control methods for validation.

Keywords: Reinforcement Learning, Robustness Testing, Ex-
plainable AI, SHAP.
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1. INTRODUCTION
Reinforcement Learning (RL) provides the ability to train an
artificial intelligence (AI) agent to operate in dynamic and
uncertain environments and is becoming increasingly popular
in a variety of domains including aerospace [1]. In this par-
ticular domain, RL has been used to provide missile guidance
[2], flight control [3], and motion planning for swarms of
autonomous vehicles [4], and the list of potential application
areas continues to grow. RL has demonstrated an impressive
capability to approximate nearly optimal solutions in these
applications—and many others—with comparatively low re-
quirements for computational power and training require-
ments in well-curated domains. Despite the demonstrated
performance outcomes of RL, characterizing performance
boundaries, explaining the logic behind RL decisions, and
quantifying resulting uncertainties in RL outputs are major
challenges that slow the adoption of RL in real-time systems.
This is particularly true for aerospace systems where the risk
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of failure is high and performance envelopes of systems of
interest may be small.

Systems engineering for artificial intelligence (SE4AI) is an
emerging area of research in systems engineering community
with the goal of applying systems engineering methods to
the design and operation of learning-based systems [5]. The
role of SE4AI becomes crucial as RL and other machine
learning approaches become increasingly viable for real-time,
practical systems. In this paper, we consider RL from the
standpoint of SE4AI and propose approaches to facilitate test
and evaluation (T&E) of RL solutions. From this perspective,
we identify improved methods for providing RL performance
characterization, explanation of decision-making, and quan-
tification of uncertainty.

Considering RL from this SE4AI standpoint is particu-
larly relevant because RL—and more generally machine
learning—approaches essentially become an element of a
larger, enterprise system as complexity of the system and
mission-space increase. This AI-driven constituent system
must interact predictably and reliably with the rest of the sys-
tem elements despite the fact that machine learning is often
treated as a “black box” in practice. Commensurately, the
SE4AI viewpoint applies a systems engineering approach to
study, design, verify, and validate the interaction of learning
based elements with other elements.

In this paper, we use RL to select maneuvers for a high-speed
aerospace vehicle to conduct an emergency descent. The
application of RL is particularly important here since closed-
form, optimal solutions for spontaneous maneuvers are likely
to be unavailable in real-time for high-speed vehicles with
narrow performance (and safety) envelopes.

First, we demonstrate training of an AI agent using RL to
achieve the proposed mission for a high-speed aerospace
vehicle. Second, we propose a T&E framework for RL that
includes statistical and mathematical methods for analysis
of RL outcomes by building on a SE4AI perspective. This
framework, which has three parts, provides a characterization
of performance bounds and sensitivities on the vehicle mis-
sion based on RL-guided decisions that not only facilitates
a comprehensive understanding of RL decision-making and
capabilities, but can also be used to derive performance
requirements for other system elements.

There are three primary elements in our proposed T&E
framework:

1. Robustness Testing of RL: The purpose of robustness
testing is to characterize response/output sensitivity to vari-
ations in a system’s inputs which includes training conditions
for learning-based systems. Since the design space of these
variations can be large for high-speed aerospace applications,
we propose a Latin-Hypercube Sampling (LHS) [6] strategy
from Design of Experiments (DoE) [7].

2. Explainability of RL Model: AI Explainability meth-
ods interrogate the deep neural network that underlies RL
decision-making and identifies significant (and insignificant)
features that influence RL actions [8]. Our framework uses an
explainable AI (XAI) technique known as Shapley Additive
Explanations (SHAP) to identify which input features in the
high-speed aerospace mission are most influential for RL
decision making.

3. RL Comparison with Traditional Optimal Control
Techniques: This step examines RL outputs compared to

optimal solutions. These solutions can validate RL output and
inform improvements to the framework prior to training on
more complex scenarios on which traditional optimal control
struggles.

The remainder of the paper is organized as follows. Section 2
provides a brief background on RL and motivates the need
for a T&E framework. Section 3 provides details on the
proposed T&E framework for RL and includes formulation
of the three primary elements described above. Section 4
describes the high-speed aerospace systems mission example
and demonstrates the use of RL to provide guidance com-
mands to a vehicle. Section 5 discusses the implementation
methodology for the T&E framework and demonstrates the
ability of RL to guide a vehicle to satisfy its mission while
closely (but not exactly) following the optimal trajectory.
Further, we demonstrate 1) how robustness testing helps to
establish upper and lower performance bounds on the RL
outputs, and 2) how the explainability insights derived from
the SHAP model aid in understanding RL decision-making
constructs. Finally, Section 6 provides summary and future
work directions.

2. BACKGROUND
Introduction to Reinforcement Learning

This section provides a brief and simplified description of RL
necessary to support the formulation of the T&E framework
and high-speed aerospace vehicle application problem. In
RL, an AI agent learns by interacting with its environment
to develop a mapping between the available action space and
the corresponding environmental changes that maximize its
reward function [1]. RL agent training is defined by this
reward-driven learning that sets it apart from other variants
of machine learning requiring large data sets for training
and validation. With no-prior or limited knowledge of the
underlying dynamics and attributes of the environment, the
RL agent can learn optimal or nearly optimal policies to
achieve its goal and adapt to changing conditions [1, 3, 9].
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Figure 1. Reinforcement Learning framework.

Figure 1, adapted from [1], displays the fundamental con-
structs of an RL problem space. Here the Environment
provides a dynamic behavior of the problem of interest which
is typically unknown to the RL agent at the outset. The envi-
ronment produces a state vector St and scalar reward valueRt
based on current state and the learning objective i.e., reaching
a desired state in the environment, which is the mission ob-
jective. The RL agent has access to a predefined action space,
At, at any given time, t, whose selection introduces a change
in the state and reward value at the next time step, St+1 and
Rt+1, respectively. Underlying the RL agent is a deep neural
network (DNN) whose training is accomplished via learning
policies such as Proximal Policy Optimization (PPO) [10],
Deterministic Policy Gradient, Deep Deterministic Policy
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Gradient [11], etc. DNN training proceeds over multiple
learning episodes under the governing learning policy; to put
it succinctly, a reward value Rt is obtained by selecting an
action At and observing the corresponding changes in St+1
and Rt+1.

The Need for Test and Evaluation Framework of RL

An extensive body of literature and conceptual demonstra-
tions is available to illustrate the efficacy of RL across many
domains including aerospace. Most publications related to
RL focus on algorithmic formulations and domain-specific
demonstration of performance. This is reasonable consid-
ering that learning policy developments and configurations
are often unintuitive or esoteric; however, comprehensive
testing and validation of RL—including near or outside the
boundaries of the training data—is also extremely important.
This is not to claim or insinuate that no RL validation testing
is performed on RL outputs: most authors and developers do
include a set of test cases (albeit selective and/or nominal) to
showcase RL performance. For example, Sun and Kampen
utilize Monte Carlo simulations and additive zero-mean white
noise disturbances in state observations for characterizing
RL implementation for flight control solutions [3]. Wu et
al., introduce new environment regions in RL testing [12].
Fedrici et al., specify six different test cases that include vari-
ations in initial conditions and state observations and evaluate
the learning performance using Monte Carlo simulations,
whereas Izzo and Ozturk consider two cases of environment
initial conditions for studying DNN performance [13, 14].
McGuire et al., propose a cumulative reward as a metric to
compare different policies using analysis of variance, while
Buzii et al. employ a similar metric of cumulative reward to
compare different learning policies via Monte Carlo simula-
tions [15, 16]. The main point here is that all of these test
and evaluation approaches are valid and necessary, but none
are independently rigorous or comprehensive. More directly,
none are sufficient to meaningfully characterize performance
implications outside of—or at the boundary of—the trained
input conditions.

Once trained, an RL agent is essentially a black box DNN
whose decisions are generally unexplainable except that they
are driven by a user-specified reward function. While a black
box is sufficient for simple problems, identifying RL per-
formance bounds, sensitivities, uncertainties, and motivation
are vitally important in real-time operational systems with
high cost, high risk, or both. A comprehensive and widely
applicable T&E framework is necessary to satisfy this need
for RL testing, validation, and explanation. Following the
systems engineering approach, identifying the features and
attributes of RL by considering it as an integrated part of
a complex system provides the right type of perspective to
answer these questions. We propose a T&E framework that
can be utilized by RL developers and testers, particularly
in aerospace applications, to validate and explain RL-driven
system outcomes.

3. TEST AND EVALUATION METHODOLOGY
FOR REINFORCEMENT LEARNING

Testing, evaluation, and validation of RL is a multi-faceted
problem that requires a suite of methods and tools to accom-
plish. Sensitivity analysis of RL performance to both mod-
eled (i.e., included in the training) and unmodeled considera-
tions is important and so is validating RL performance against
any available known solutions. Furthermore, understanding
RL decision-making and knowing why and how an RL agent

is going to select what action is also of significant value to
system designer and operators.

The T&E approach proposed in this section attempts to incor-
porate these multi-faceted requirements of RL performance
evaluation and postulates a framework with various engineer-
ing methods and tools that can be tailored to accomplish RL
T&E goals. This RL T&E framework, shown in Figure 2,
is composed of three interdependent and complementary ele-
ments that provide a comprehensive evaluation of RL-based
solutions when applied together. The subsequent sections
describe the purpose, methodology, and value of these three
elements (namely, Robustness Testing, XAI, and Comparison
with known solutions).

Robustness Testing of RL

The purpose of Robustness Testing is to quantify upper and
lower bounds of RL performance and characterize impact of
uncertainties on that performance in practice.

One of the first steps in Robustness Testing is to identify
sources of uncertainty and the scope of input and environment
variations in a system design space. Best practices in systems
engineering emphasizes identification of these variations in
factors that are both within and outside the designer’s in-
fluence and control [17]. From an RL perspective, factors
such as the tuning parameters of RL learning policies and
definition of the reward function (commonly known as reward
function shaping) remain under the control of designers and
are thoroughly investigated to create RL solutions. However,
it is important to note that once an RL solution is integrated
into a larger system, it may face additional uncertainties
originating in the environment, state space, or the action
space. For example, consider an RL agent that selects an
angle of attack (α) command for an aircraft, which is then
implemented by a flight control system. The flight control
system moves control surfaces to the desired value within a
tolerance limit, say α ± µ, but may not exactly match α as
specified by RL. It then becomes important to characterize the
behaviour of RL for variations of αwithin±µ and assess how
those unintended variances may impact the behavior of the
system. The purpose of Robustness Testing is to holistically
identify such variations and establish RL performance bounds
when variations occur.

An intuitive question that may arise here is why not include
these known variations in RL training in the first place? Of
course, these variations should be included in the RL training
to best extent possible, but it is also important to note that
the efficacy and convergence of RL solution decreases as the
number of factors and uncertainties increase in the RL design
space. Moreover, including the uncertainties and variations
in the training does not absolve the need for Robustness
Testing because the robustness and performance envelopes
of trained RL solutions must still be established—which is
a core motivation of the Robustness Testing. Such variations
may be themselves functions of the environment (i.e., very
high or very low temperatures may increase variation) and
may be difficult to provide as training inputs.

In addition to the training policies and reward function defini-
tion, the uncertainties and variations in the other constituent
elements of RL—i.e., the environment, the state space, and
the action space—must also be considered. Table 1 pro-
vides summary of the different types of variations that are
commonly expected in aerospace applications and include
approaches on how to model them for the Robustness Testing.
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Figure 2. RL Test and Evaluation framework.

Table 1. Sources of variation in RL for robustness testing.

Source Nature of
Variation

Modeling Approach
for Robustness Testing

Environment Initial
Conditions

Latin Hypercube Sampling
Monte Carlo Simulations
Design of Experiments

Action Space
or

State Space

Tolerance
and Sensitivity

Expected probability
distribution with
parameters (e.g., N

(
µ, σ2

)
)

Impulses
and Hard Overs

Expected magnitude
and time duration

Considering the different options of variations identified in
Table 1, two potential challenges that arise in the Robustness
Testing of RL are: 1) how to sample the design space for
building data sets with sufficient coverage of the design space,
and 2) how to analyze the resulting data to derive Robustness
Testing insights.

For the first challenge, Monte Carlo methods and random
sampling are commonly used in Robustness Testing, whereas
we propose the use of LHS for generating data sets for
analysis. Monte Carlo sampling generates a random sample
of some numberN of points for each uncertain input variable
of a model. Since Monte Carlo sampling relies on pure
randomness, it can be inefficient because one might end
up with some points clustered closely, while other intervals
within the design space get no samples. LHS, on the other
hand, aims to spread the sample points more evenly across all
possible values. It partitions each input distribution into N in-
tervals of equal probability, and selects one sample from each
interval. Furthermore, it can drastically reduce the number of
runs necessary to achieve a reasonably accurate result. For
additional information on using LHS for engineering design
and analysis, the interested reader is referred to Refs. [18] and
[19]. For the second challenge, we propose utilizing DoE in
conjunction with statistical analysis methods such as Analysis
of Variance and hypothesis testing as demonstrated in Ref.
[20].

The results section of this paper discusses how the variations
identified in Table 1 are applied for Robustness Testing of RL
for high-speed aerospace applications and aids in establishing
the performance bounds.

It is important to note that while the Robustness Testing
immensely helps in understanding performance attributes
and limitations of trained RL agent, it does not expose any
decision-making logic or constructs of the RL agent. In
other words, Robustness Testing will highlight sensitivities
of the RL agent without describing why such sensitivities
are present. XAI techniques attempt to answer this ‘why’
question and are described in the next section.

Explainable AI for RL

The actions taken by an RL agent are sometimes non-intuitive
and hard to explain. To improve the explainability of RL
agent’s actions, XAI analysis was carried out. Two different
types of XAI analysis are used based on two different types
of AI models: Transparent Models and Post-Hoc Analysis.
While simple AI models like linear/logistic regression can be
explained by transparent XAI models, post-hoc analysis is
required for more complicated AI models like RL. Since the
scope of this paper involves an RL agent, post-hoc analysis
was chosen.

There are several types of approaches in post-hoc analysis,
including visualization, model simplification, text explana-
tion, local explanations, explanations by example, and feature
importance [23]. Since the RL agent developed in this study
involves various input features (see Section 4), the feature
importance approach was selected.

This study employs a popular, recently devised python-based
XAI tool named as SHAP [24]. The application of XAI
to RL, dubbed as explainable RL (XRL), has been sparsely
studied [25, 26] and implemented [27–29]. Based on the
literature study carried out for this paper, this possibly is
the first instance of applying XRL analysis in high-speed
aerospace systems domain, which is one of the main contri-
butions of this paper. Literature in this domain suggests the
use of SHAP for explaining the actions of RL [25, 26]. As
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Figure 3. Converting the RL black box model to a more explainable model using SHAP [21, 22].

the name indicates, SHAP is based on Shapley values that
were first introduced by Dr. Lloyd Shapley in 1953 [30]. A
Shapley value captures the contribution of the corresponding
feature towards the prediction of interest from among all
features used as input for the model. Further, SHAP involves
additive explanations because the Shapley values sum to give
the output generated by the learning model.

Figure 3 shows the implementation of SHAP to obtain a
simple linear explanation model from the complex RL model
used in this study. The input data, z, is mapped to simpler
inputs, z′, using a mapping function, hz(z′). Thus, z is
converted to z′, with elements taking values only of 0 and
1, corresponding to a feature being absent or present, respec-
tively. The linear XAI model outputs g(z′) that has the form
given by eq. (1). Let zS be the set of features in z with non-
zero entries in z’. Then, the φ in eq. (1) are attributions for
each feature present in z’, and the SHAP values are averages
of these attributions over all possible ordered subsets zS of
z such that the values satisfy local accuracy, “missingness”,
and consistency properties [31]. Note that SHAP values
can have positive or negative values. The additive nature of
explanations provided by SHAP is also captured in eq. (1).

f(z) = g(z′) = φ0 +

M∑
i=1

φiz
′
i (1)

For this study, we employed the SHAP toolbox developed
by Lundberg [24] for all SHAP analysis. As shown in
fig. 4, four different type of explainers are available in the
SHAP toolbox: Tree Explainer, Deep Explainer, Gradient
Explainer, and Kernel Explainer. Tree Explainer is relevant
only for decision tree based models. On the other hand, Deep
Explainer and Gradient Explainer are used for deep learning
models, but are not supported for RL models. Therefore,
Kernel Explainer was chosen for this study as it uses a

model agnostic approach. Kernel Explainer is based on Local
Interpretable Model-Agnostic Explanations (LIME) [32] and
Shapley values [30].
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Figure 4. Available SHAP explainers.

The positive and negative SHAP values are indicated by red
and blue colors respectively in the plots generated by this
toolbox. The SHAP results obtained for this study are shown
in Section 5.

Comparison with Known Solutions

In applications where known solutions can be found with-
out the use of RL to identical or even similar problems, it
becomes necessary to evaluate the quality of RL output as
compared to those solutions. This can assist in validating
RL solutions and identify the strength and weaknesses of
both RL and known solutions. For example, if the purpose
of deploying RL is to provide control for a vehicle, the RL
solution will need to be compared to the optimal control
solution. Here the objective is not to mimic the optimal
control solution entirely (although in some cases it maybe
possible), but to develop an understanding of the solution
profile including commonalities and difference between the
two.
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4. HIGH SPEED AEROSPACE VEHICLE
PROBLEM FORMULATION

Problem Description

The problem of interest for this paper is trajectory planning
for a high-speed, unthrusted passenger vehicle that experi-
ences some emergency situation and must descend to a safe
altitude in minimum time.

The objective functional (eq. (2)), equations of motion
(eq. (3)), and nominal boundary conditions (eq. (4)) describe
the problem mathematically for a starting altitude of 30 km
at 3 km/s and a safe altitude of 3 km. The state variables
are altitude h, downrange angle θ, velocity v, and flight path
angle γ. The control variable is angle of attack α. Vehicle
information including massm and aerodynamic functions for
lift L (α) and drag D (α) are taken from the CAV-H model
given in [33].

min
α
J = tf =

∫ tf

0

dt (2)

ẋ =

ḣθ̇
v̇
γ̇

 =



v sin γ
v

h+Re
cos γ

−D (α)

m
− µ

(h+Re)
2 sin γ

L (α)

mv
+

(
v

h+Re
− µ

v (h+Re)
2

)
cos γ


(3)

Ψ0 =

h− 30 km
θ

v − 3 km/s
γ


∣∣∣∣∣∣∣
t=0

= 0

Ψf =

[
h− 3 km

γ

]∣∣∣∣
t=tf

= 0

(4)

The problem is solvable with traditional indirect optimal
control methods allowing for the validation of the RL imple-
mentation in Section 5.

Reinforcement Learning Implementation

The RL problem is implemented in Python following the
framework depicted in fig. 1.

RL Agent—The vehicle’s trajectory was optimized using the
PPO method of training a DNN [10]. This method was
implemented to train the network, log the training process,
and save the trained DNN using the stable-baselines3 package
in Python [34]. This trained DNN is the RL agent shown in
Figure 1.

Environment—The optimal descent problem along with the
vehicle equations of motion and boundary conditions was
implemented with a target altitude htarget = 3000 m. Each
episode ran for up to tmax = 50 seconds starting with a
randomly selected normally distributed initial states given in
eq. (5).

State Space—The four states t, h, v, and γ were used as the
state space input to the DNN.

Action Space—The action space for DNN was to chose one
of 11 values for α distributed evenly between αmin = −20◦

and αmax = 20◦. The α chosen by the DNN lasted for a
1-second time step, after which the state was observed and a
new action was chosen.

Reward Function—After each 1-second time step, a reward
was also calculated as given in eq. (7). The observed state
recorded whether the episode had successfully completed
the mission (done, success) or had violated constraints that
caused the mission to end and fail (done, ¬ success). If
after the 1-second time step the episode had not ended, the
incremental reward was calculated (otherwise).

The reward function is calculated from t̄, h̄, and γ̄ as defined
in eq. (6). The incremental reward was kept negative to
incentivize achieving the goal in the minimum number of
time steps, and is calculated from h̄ to guide the vehicle
to the destination altitude. The successful terminal reward
is weighted between valuing minimum time and achieving
γ = 0.

x0 =

h0θ0v0
γ0

 ∼ N

30 km

0◦

3 km/s
0◦

 ,
 5 km

0◦

0.5 km/s
2.5◦


 (5)

h̄ =

∣∣∣∣ h− htargeth0 − htarget

∣∣∣∣
t̄ = t/tmax

γ̄ = |γ/5◦|

(6)

80(1− t̄) + 20(1− γ̄) if done, success
−100h̄+ 16(1− t̄) + 4(1− γ̄) if done, ¬ success
−h̄ otherwise

(7)

The Optuna package for Python was used to optimize the
hyperparameters governing the PPO training [35]. Using
64 trials with 200,000 steps was sufficient to produce good
hyperparameters for training. After optimizing the hyperpa-
rameters, the DNN was trained for 500,000 episodes.

Results of Training for Nominal Case

The results of the agent training using the reward defined
in eq. (7) are shown in Figure 5. Once trained, the agent
returns a cumulative reward of about +30, which is sufficient
to develop a policy to feasibly accomplish the mission of
descending the vehicle from an altitude of 30 km to an
altitude of 3 km. Figure 6 shows the results for the nominal
case where the vehicle starts at 30 km and the RL agent
selects a sequence of α (angle of attack) commands to guide
the vehicle to its target altitude. For more discussion on
validation of the trained agent, see Section 5.

5. T&E FRAMEWORK IMPLEMENTATION
AND RESULTS

In this section, we exercise the trained agent with RL T&E
framework described earlier in Section 3. First, we perform
robustness testing on the trained agent for examining the
impact of variations on the RL performance. Second, we
investigate the DNN with the XAI SHAP method to identify
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Figure 5. Reward curve for the training agent, calculated
from eq. (7).
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Figure 6. Trajectory from control history generated by the
trained RL agent.

most influential inputs on RL agent’s angle of attack selec-
tion. Finally, we validate the RL solution by comparing it
to the trajectory generated by optimal control methods. The
implementation details for T&E framework and results are
described in the following paragraphs.

Robustness Testing Results

The Robustness Testing of the trained RL agent is performed
by identifying sources of variation in the agent’s environment
model, action space, and observation state space. Table 5
provides details on the Robustness Testing tests cases (TCs)
that were created to incorporate these variations based on the
problem description and implementation details provided in
Section 4.

TC-1: Individually Vary Environment ICs — In TC-1, the
trained DNN is executed with different ICs for altitude,
velocity, and FPA within the ranges of±10%,±20%,±30%,
and ±40%. Note that the objective function of the RL agent
is to descend from 30 km to 3 km starting at 3 km/s velocity
and 0◦ FPA. This TC examines the performance of RL agent
outside these nominal ICs. Figure 7 provides the results for
the ±30% variation in the ICs.

Table 2. Robustness test cases.

Test Cases Objective
TC-1 Individually vary environment Initial Con-

ditions (ICs) (i.e., altitude, velocity, and
FPA) to examine RL performance

TC-2 Quantify performance bounds on ICs vari-
ations with LHS

TC-3 Sensitivity to impulses on the action space
TC-4 Sensitivity to random variations in the ac-

tion space
TC-5 Sensitivity to impulses on the state space
TC-6 Sensitivity to random variations in the state

space

From the velocity and FPA variation plots, it is evident that
the vehicle is able to reach the target despite the variation
in ICs. However, the altitude plot illustrates that for higher
altitude values, the RL is unable to accomplish the mission.
Figure 7 can be used to establish that the RL agent is able
to perform across a variety of ICs but does fail under high
altitude considerations. Now it becomes necessary to statisti-
cally establish the performance bounds individually on these
ICs, which is the objective of TC-2.

TC-2: Varying Multiple ICs using LHS—In TC-2, we utilize
LHS to generate a data set of varying ICs defined by eq. (8).
The LHS method allows for testing a wider sample space
with comparatively less number of samples by selectively
identifying sample points and providing a comprehensive
coverage. The LHS space is generated by using the pyDOE
package in Python and using a normal distribution with the
inputs from eq. (8) for altitude h, velocity v, and FPA γ
and generating 50 samples. Figure 8 depicts the results of
executing the trained DNN with the ICs specified by the LHS
set with remarkable insights on DNN’s performance (each
cell shows percentage of successfully completed missions
out of 50 missions). Figure 8 clearly shows that among the
three ICs, the DNN is most sensitive to variation in altitude.
The DNN successfully completes 100% mission for only 5%
variation in altitude magnitude, whereas it is able to tolerate
up to 10% and 20% variation in FPA and velocity magnitudes,
respectively. A comprehensive analysis of Figure 8 will be
instrumental in identifying the limitations of the trained DNN
(Figure 9 illustrates selected failed mission trajectories based
on altitude variations).

x0 =

[
h0
v0
γ0

]
∼ N

([
30 km
3 km/s

0◦

]
,

[
8 km

0.8 km/s
5.33◦

])
(8)

TC-3: Impulse Injection in the Action Space—This test aimed
to identify the sensitivity of the DNN to constant action
impulse changes. In this case, the prediction from the model
was overwritten and instead a new command was given to
the vehicle as an impulse with a 5-seconds duration. The
vehicle was able to reach the target when the impulse was
introduced before the first 20 seconds. Figure 10 shows the
case where the vehicle was unable to reach the target, the
impulses occur after 25 seconds. It is important to note
the angle of attack command values frequently change after
20 seconds (see Figure 6), which may make the impact of
disturbances particularly detrimental.
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Figure 7. Initial condition variations in altitude, velocity
and FPA.

TC-4 Angle of Attack Tolerance—In order to determine the
angle of attack tolerance of the vehicle, the angle of attack
command options needed to be expanded. This was done by
allowing the model to command an angle of attack and then
randomly choosing a value between ±2◦ and then later to
±4◦. When modifying the angle of attack command within
the range of ±2◦, it did not impact the vehicle’s ability to
descend to the target altitude. Figure 11 shows results where
the angle of attack is not modified (i.e., the nominal case)

Figure 8. L-H heat map.

Figure 9. Failed missions with initial condition variations in
high altitude values using LHS.

Figure 10. Action impulse injection.

and is able to descend to the target successfully. Results in
Figure 12 show the failed case generated from where the
angle of attack values were randomly chosen to be within
±4◦ of the intended angle of attack command. This failure
was observed after 1000 different runs, where the angle of
attack command was modified to be within ±4◦ Hence, the
tolerance of the angle of attack command is within ±4◦.

TC-5 Impulse in the State Space—In this test the observation
data for the altitude was injected with a constant impulse at
random intervals during the vehicle descent. These observa-
tion disturbances were introduced for 10 seconds and were

8



Figure 11. Vehicle trajectory for unmodified angle of attack.

Figure 12. Vehicle trajectory for perturbed angle of attack.

accomplished by overwriting the observation data for the
altitude. It was observed that the altitude impulse presented
no noticeable changes in the vehicle’s ability to reach the
target when the perturbation was solely present within the
first 20 seconds, if the altitude impulse was less than twice the
observed altitude. When the altitude observation disturbance
occurred within the 20-40 seconds mark and lasted at least 10
seconds, a mission failure was observed. Figure 13 depicts
the case where the vehicle was unable to descend to the target
altitude.

TC-6 Random Variation in the State Space—This is an exten-
sion of the prior TC but rather than introducing a constant im-
pulse, random impulses are introduced during the run. These
disturbances range from 0.5 to 3 times the observed altitude
and were injected at random times throughout the run and last
for 5 seconds. Figure 14 show the case where the vehicle was
unable to descend to the target altitude successfully.

A note on TC-5 and TC-6: These two test cases counter intu-
itively highlight that altitude disturbances injected in the state
space in the form of impulse or random variation has limited
impact on the RL output despite the altitude IC having the

Figure 13. Altitude disturbance.

most significant impact on the RL output. The reason for this
discrepancy is how these TCs are modeled. As described in
the test case formulation, the state space observations are only
perturbed on the RL state input (e.g., modeling an erroneous
sensor), whereas the ICs are changed in the environment and
directly effect the vehicle dynamics. Therefore, a potential
mismatch is created between the RL reward value (calculated
based on a true state) and the observed state by the agent (this
is also evident by the vehicle’s trajectory plot in Figure 13
and Figure 14). In future, we plan to expand these test cases
to include state space disturbance modeling directly in the
vehicle dynamics.

Figure 14. Random Altitude Disturbance

Explainable AI Results

The SHAP results were generated from around 39,000 data
points obtained from 1,000 trajectories. As previously men-
tioned, a Kernel SHAP explainer was employed. For testing
explainability, 999 trajectories were chosen as the training set
and 1 feasible trajectory was chosen as the testing set. The
entire input data for SHAP was normalized between 0 and 1.

The SHAP summary plot is shown in Figure 15. The most
important feature is altitude, which is shown at the top of
Figure 15. The least significant feature is FPA and is shown
at the bottom.

Note that there can be many different feature values that can
result in the same SHAP value for that particular feature.
This means that there is a non-linear interaction between that
feature and the remaining features. The SHAP summary plot
shows a spread of feature values and the corresponding SHAP
values. The values of features are represented by different
colors. Red color indicates high values, blue indicates low
values and purple color shows medium values for the features.
Negative SHAP value indicates the feature is negatively im-
pacting the outcome or the action chosen by the RL agent and
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Figure 15. SHAP summary plot.

vice versa.

It is not intuitive at first which of the features is most
important. SHAP helps unveil the fact that altitude impacts
the decisions made by the RL agent the most, followed
by velocity. Although this is an overall observation, for a
particular point in the trajectory altitude might not be the
most important feature. This is captured in the following
discussion.

One particular test trajectory was chosen from the 1,000
trajectories in the data-set. This trajectory, as shown in
Figure 16, is feasible.
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Figure 16. A chosen feasible trajectory for explaining the
results obtained using SHAP along with the jump points.
The corresponding angle of attack profile is also included.

The chosen trajectory has jumps occurring at node points 29,
34 and 42, which are shown in Figure 16. The corresponding
SHAP values are shown in Table 3.

Table 3. SHAP values of different features corresponding to
jump points in control profile of the chosen trajectory.

Data Point # Angle of Attack (deg) SHAP Values
Time Altitude Velocity FPA

29 -8 0.3431 1.2848 3.6734 0.2792
30 -10 0.1581 1.8660 3.4531 0.1032
33 -10 0.1613 3.3503 1.9171 0.1517
34 0 0.1488 3.8376 1.4204 0.1736
41 0 0.1330 5.2111 0.1003 0.1362
42 20 0.1116 5.3742 -0.0201 0.1147

Although no immediate trend can be seen in the SHAP values
for the different features at the jump points, certain interesting
observations can be made. The dive from −8◦ to −10◦

between points 28 and 29 is supported more by the velocity
as compared to the altitude. For the remaining two jump
points, altitude is strongly supportive of gaining higher angle
of attack values to reach the final altitude of 3 km as further
diving could lead to violating this terminal altitude constraint.
Thus, the altitude is most important feature for most parts of
the trajectory, but not for all the points in the trajectory. At
certain parts, velocity dominates the decisions made by the
RL agent. The time and FPA features have feeble impact on
the RL agent’s decisions as is captured in Table 3.

Optimal Validation Results

The trajectory generated by the RL is validated in two ways.
First, the trajectory is validated by satisfying the boundary
conditions given in eq. (4). For the terminal boundary
conditions, we treat h− 3 km as an inequality constraint h ≤
3 km and we allow a tolerance of ±5◦ for γ. Satisfying the
boundary conditions ensures that the RL-derived trajectory is
feasible. Second, the RL-derived trajectory is compared to
the optimal solution solved with indirect optimization via the
beluga package in Python [36]. In the indirect optimization,
however, the action space for the control input α is con-
tinuous and is changed continuously instead of in 1-second
increments. The trajectories are therefore not expected to be
identical, but similarity between the two trajectories ensures
the RL-derived trajectory is near optimal.

Figure 17 shows the optimal solution with the one generated
by the RL trained network for the nominal case. The optimal
final time is 27.1 seconds. The optimal control profile starts
with the angle-of-attack at its minimum value of −20◦ for
more than half of the trajectory to descend as fast as possible.
Then, the angle of attack increases up to the maximum angle
of attack of 20◦ so that the vehicle levels out to satisfy
the terminal flight path angle constraints. The RL solution
satisfies the constraints, but takes a noticeably higher time of
35.5 seconds as a result of the more moderate control in the
beginning of the trajectory.

Discussion

The three-fold T&E framework used to evaluate the emer-
gency descent problem demonstrates not only that the agent
achieves the mission, but also characterizes its performance
in a novel way. Comparison with the trajectory generated
via indirect optimal control demonstrates that the agent takes
more time than the optimal solution in the nominal case
(Figure 17). SHAP values incorporated into the T&E (Fig-
ure 15) help characterize why the agent is more or less
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Figure 17. RL output compared to optimal solution
obtained via traditional trajectory optimization method.

robust to different perturbations (Figure 8). In the case of
the optimal descent model, it is shown that the altitude has
by far the biggest impact on the control decisions made by
the DNN. Correspondingly, the agent is far more sensitive to
perturbation to altitude than it is to velocity or FPA.

The training and the T&E framework identify several key
benefits of employing RL in this optimal descent and other
similar aerospace problems. One benefit is that the DNN,
unlike the exact indirect solution, adapts the control output
given a perturbed state and the acceptable ranges/distributions
of these perturbations can be quantified by the T&E frame-
work. These ranges and distributions expose limitations of
the RL agent and can help in setting performance require-
ments for other system elements such as lower-level flight
control systems that implement actions or sensors that pro-
vide state information. Moreover, once trained, the DNN re-
quires minimal computational resources to evaluate, thereby
keeping the real-time application potential very strong. The
trained DNN can be re-evaluated rapidly along the trajectory
so that control inputs are generated real-time in a closed-loop
manner. This is in contrast to implementing an exact indirect
solution in open-loop. In training the DNN, the majority of
the computational burden is off-line, where the model can be
arbitrarily sophisticated. Conversely, implementing optimal
control in a receding horizon framework [37], typically re-
quires a computationally “light-weight” model for real-time
execution.

6. SUMMARY AND FUTURE WORK
In this paper we have outlined the current state of RL research
in practice for aerospace applications and noted a persistent
deficiency in the treatment of performance characterization
under uncertainty from the perspective of SE4AI. To this
end, we have generated a sample problem and defined, then
exercised a T&E methodology for RL applications. In par-
ticular, we have noted the types of variations that are likely
to be present in this type of problem, shown the steps that
can be taken to explain the decisions made by a trained DNN
using RL, and compared the outcome to known and accepted
solutions. This exercise has not been exhaustive since it

may not necessarily transfer to all possible applications of
RL in aerospace, but it has demonstrated the impact of
variations that may otherwise have gone unexamined. It is
our hope that the framework of evaluation proposed in this
work stimulates further discussion in this area to continue
effectively leveraging RL in real-time applications.

In the future, we intend to continue to refine this approach
in an effort to inspire other researchers in RL to consider
the benefits and limitations of their efforts. Determining
relationship between SHAP values and optimal control theory
is also part of the future work.
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