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ABSTRACT

Streamline-based quad meshing algorithms use smooth cross fields to partition surfaces into quadrilateral regions by
tracing cross field separatrices. In practice, reentrant corners and misalignment of singularities lead to small regions
and limit cycles, negating some of the benefits a quad layout can provide in quad meshing. We introduce three novel
methods to improve on a pipeline for coarse quad partitioning. First, we formulate an efficient method to compute
high-quality cross fields on curved surfaces by extending the diffusion generated method from Viertel and Osting
(SISC, 2019). Next, we introduce a method for accurately computing the trajectory of streamlines through singular
triangles that prevents tangential crossings. Finally, we introduce a robust method to produce coarse quad layouts
by simplifying the partitions obtained via naive separatrix tracing. Our methods are tested on a database of 100
objects and the results are analyzed. The algorithm performs well both in terms of efficiency and visual results on
the database when compared to state-of-the-art methods.
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1. INTRODUCTION

Block structured quad meshes are often desirable be-
cause of their numerical efficiency [1], low memory re-
quirements [2], and high mesh quality [3]. In the past,
such meshes have been designed by hand or in an in-
teractive environment [4]. Some researchers have at-
tempted to automate this process using medial axis
subdivision [5, 6]. More recent approaches to this
problem use cross fields to guide construction of the
decomposition [3, 7, 8, 9, 10, 11, 12]. Campen [13] pro-
vides a literature review on quad patching algorithms.

In this paper, we further develop methods for the cross
field based pipeline for coarse quad layout generation
summarized in algorithm 1.

Other researchers have taken an approach similar to
this pipeline. Kowalski et al. [3] design a cross field
by solving a PDE with a constraint applied via La-

Algorithm 1 Partitioning a surface M into a coarse
quad layout with T-junctions.

Input: A triangle mesh T representing a surface M
in

Output: A quad layout with T-junctions Q parti-
tioning M into four-sided regions.

1. Compute a smooth cross field on T.
2. Construct a quad layout with T-junctions by
tracing out separatrices of the cross field.
3. Simplify the quad layout with T-junctions.

grange multipliers. They trace out separatrices from
each interior singularity and boundary corner to ob-
tain a quad layout and then mesh each region via a
bilinear transfinite interpolation. Fogg et al. [11] take
a similar approach, but initialize the cross field by an
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advancing front method and then smooth it with the
energy functional introduced by Hertzmann and Zorin
[14]. Ray and Sokolov [15] and Myles et al. [9] both im-
plement robust streamline tracing algorithms, taking
as input a smooth cross field on a triangle mesh. They
design partitions by tracing out separatrices in paral-
lel until their first crossing with another separatrix to
form a motorcycle graph [16]. In addition, Myles et
al. [9] assign a parametric length to each edge using
a heuristic method to achieve consistent parametric
lengths. They then parameterize each region rather
than building a quad mesh, and demonstrate the ro-
bustness of their algorithm on a dataset of 114 objects.
Campen et al. [10] follow a similar approach to Myles
et al. [9], but introduce a novel way to guarantee a con-
sistent assignment of quantized parametric lengths on
closed, orientable 2-manifolds. Viertel and Osting [17]
introduce an efficient cross field design algorithm and
use the Ginzburg-Landau theory to prove that separa-
trices of the resulting cross fields decompose a surface
into quad regions, where T-junctions are only required
when a limit cycle occurs.

A common theme with separatrix tracing approaches
such as these is that on a discrete geometry, singu-
larities are never perfectly aligned. In practice, this
frequently causes limit cycles and very thin regions
to occur within the quad layout. This is problematic
for meshing because very small mesh elements are re-
quired. Further, the base complex of the mesh is of-
ten far more complicated than necessary, mitigating
the benefits of a multi-block decomposition. Previ-
ous research addresses this problem in different ways.
Tarini et al. [18] and Bommes et al. [19] both address
the problem after a quad mesh is generated. They
introduce grid preserving operators that simplify the
base complex of a quad mesh at each step. Kowal-
ski et al. [3] attempt to generate a coarse partition by
snapping streamlines to singularities when they pass
within a certain tolerance of the singularity. Myles
et al. [9] identify sequences of edges in the motorcycle
graph obtained via separatrix tracing that are assigned
a zero parametric length and remove them via a col-
lapse operation. Razafindrazaka et al. [12] formulate
the problem of connecting singularities together as a
minimum weight perfect matching problem. In a sec-
ond paper, they extend this method to work on quad
meshes [20].

1.1 Contributions and Outline

We follow the pipeline described in algorithm 1, tak-
ing as input a triangle mesh of a surface M. We use
a per-node representation of the cross field, thus the
triangle mesh is required to have a sufficient number
of nodes on a given curve to accurately capture the
underlying geometry (see section 3.3). In practice, an

adaptive triangle mesh that has finer elements near ar-
eas of high curvature and corners and larger elements
in areas that are relatively flat provides a good bal-
ance between computational efficiency and geometric
fidelity. In our implementation, we use triangle meshes
generated in CUBIT [21] using the TriMesh scheme
with geometry adaptive interval assignment.

In section 2, we extend the diffusion generated method
for cross field design of Viertel and Osting [17] to
curved surfaces. This method is ideal for designing
cross fields on the types of surfaces commonly found
in CAD models because it is fast, robust, and has good
singularity placement, especially near boundaries. In
section 2.1, we review concepts from differential ge-
ometry and the literature on cross fields to formulate
the problem of cross field design on a curved surface.
In section 2.2, we describe a discrete formulation of
the diffusion generated method for cross field design
on surfaces.

In section 3 we describe the procedure we use to gen-
erate an initial quad layout with T-junctions. The
initial steps closely follow the approaches used in pre-
vious works such as Kowalski et al. [3] and Fogg et al.
[11]; in section 3.1 we detail our procedure for identify-
ing singular triangles and for calculating the ports, i.e.
directions where separatrices exit each singularity, and
in section 3.2.1 we use a variation on Heun's method
to trace separatrices through regular triangles. We im-
prove upon the process in section 3.2.2, where we prove
that the trajectory of a streamline in the neighbor-
hood of a singularity is hyperbolic under a conformal
map. This leads to a simple method for accurately cal-
culating the trajectory of streamlines through singu-
lar triangles in a node-based representation of a cross
field. This new method avoids tangential crossing of
streamlines in the neighborhood of a singularity as is
common with other methods. Finally, in section 3.3,
we describe stopping conditions for separatrix tracing
as well as how to deal with tangential separatrix cross-
ings.

In section 4, we introduce a simple and robust method
to simplify the partitions obtained from the meth-
ods in section 3. The algorithm iteratively employs
a simple "chord collapse' operation to remove thin
sections of the partition and limit cycles that occur
due to singularity misalignment. Each chord collapse
operation produces another valid partition, monoton-
ically reduces the number of T-junctions, and strictly
decreases the number of partition components. This
method results in a coarse partition of M into quad
regions that can be used as a starting point for quad
meshing or parameterization methods.

In section 5, we test our method on several example
surfaces and analyze the results. We note that our
algorithm performs well in terms of efficiency and in



visual quality as compared to other state-of-the-art
methods. In section 6, we further discuss the improve-
ments made in our pipeline as well as its limitations,
and describe directions for future work.

2. CROSS FIELD DESIGN

Various methods exist to design a smooth cross field
on a curved surface [14, 23, 24, 25, 26, 27, 28, 29,
30, 31, 32]. The method introduced in Viertel and
Osting [17] is appealing because it is comparable in
speed to the fastest methods such as those described
in Knöppel et al. [28] and Jakob et al. [29], but also has
distinct advantages on surfaces with boundary, which
are common in CAD and meshing for FEM, because
we can easily enforce Dirichlet boundary conditions
unlike Knöppel et al. [28], and the singularity place-
ment near the boundary is better than Jakob et al.
[29]. In this section, we extend the diffusion generated
method for cross field design to curved surfaces. We
use this method of cross field design as the first step
in our pipeline (algorithm 1). In section 2.1, we first
review some tools from the literature that have been
used previously to develop cross field design methods
on surfaces. In section 2.2, we describe the implemen-
tation details of our method.

2.1 Cross Fields on Surfaces

The main difficulty in extending flat 2D methods to
curved surfaces is the lack of a global coordinate sys-
tem. In this section, we use concepts from differential
geometry to formulate the cross field design problem
on 2-manifolds. We consider a smooth, orientable 2-
manifold M embedded in 1113 and endowed with the
Riemannian metric induced by the the Euclidean met-
ric on 1[13. Let T = {z E C: lzl = 1} be the circle
group with group operation given by complex multi-
plication and let p(4) be the set of the 4th roots of
unity. A cross is an element of C = T/p(4). There
is a canonical group isomorphism R: C T called
the representation map given by R([c]) = c4, where c
is any representative member of the equivalence class
[c] E C. We will refer to u = c4 as the representa-
tion vector for [c]. The inverse representation map
R-1: T C assigns u E T to R-1(u) = WU], the
equivalence class of the 4th roots of u.

Let Tp be the tangent space of M at a point p. The
disjoint union of all tangent spaces on M is called the
tangent bundle and is denoted T M . For each tangent
space Tp we select a coordinate basis, {aal lp, —oax2 I731 , •

We also associate with each point p of M a space home-
omorphic to C, which we call the cross space at p. We
denote this space by Cp. The disjoint union of all cross
spaces of M defines a fiber bundle that we refer to as
the cross bundle. A section of the cross bundle is called

a cross field on M. We make the natural identifica-
tion between Tp, and the complex plane by the map
(a , b) a-Fib . In this way, we can identify a cross, [cp],
in C, as an unordered set of four orthogonal unit vec-
tors in Tp, which we call the cross component vectors.
This also allows us to define a representation map Rp
at each point with respect to the local coordinate ba-
sis, and a representation vector up = Rp([cp]), which
we identify with the corresponding unit tangent vector
in T. For simplicity, we will use complex notation for
equations throughout the paper.

In 2D cross field design, the goal of designing a smooth
cross field is often formulated as designing a harmonic
representation vector field u [30, 17]. That is, to min-
imize the Dirichlet energy

1
E[u] := 

2 
— f

Ai 

Vul2dA (1)

with the constraint that = 1 at each point of the
domain. We note that in general, this problem is ill-
posed; however, generalized solutions exist if a finite
number of singular points are removed from M [33, 17].

This strategy can be extended to surfaces by replacing
the gradient operator V with the appropriate connec-
tion on the tangent bundle. The Levi-Civita connec-
tion provides a way to compare vectors on the tangent
bundle that preserves the notion of inner product be-
tween tangent spaces. That is, if Ppq is the parallel
transport function for the Levi-Civita connection be-
tween Tp and Tq, and if vi , v2 E Tp, then

(111,112)T, = Ppq(1)1), Ppq(v2))T, •

Visually, the effect of using this connection in equation
1 is that a minimizing vector field appears smooth (see
Figure 1).

In order to extend the strategy from 2D, using equa-
tion 1 to design a smooth cross field, we seek a connec-
tion, VQ, on the tangent bundle with corresponding
parallel transport function, Q, appropriate for trans-
porting representation vectors. We choose Q in such
a way that the component vectors of the correspond-
ing crosses are transported by P , the parallel trans-
port function corresponding to the Levi-Civita connec-
tion. Let 7pg(t) [0, 1] M be a Levi-Civita geodesic
connecting points p and q such that -y„,(tp) = p,
ry„(t,) = q, and tp , t, E (0, 1). Let Op be the signed
angle from the velocity vector -4,,,(tp) to P.1 12, and let

0, be the signed angle from ,y;,,(t,) to a+ I,. Then if

Cbpq = Op — Oq Ppq(v) = e24Pq V gives the Levi-Civita
parallel transport function, Ppg, in coordinates with
respect to the basis { Z-173, ip}•

Then, Qpq, the parallel transport function for repre-
sentation vectors between p and q, must satisfy

Qp,(Rp([cp])) = R,([Pp,(cp)]). (2)
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Figure 1: A comparison of fields and connections. Left: A smooth vector field as measured by the Levi-Civita connection.
Center: A smooth vector field as measured by the connection VQ. Right: The cross field corresponding to the vector
field in the center.

/ 4)7rWe can write cp = ei(Op+2k for some k E {0, 1, 2, 3}
where Op is the signed angle from —oax, I, to one of the
component vectors of [cp]. We can now write equation
2 as

QPq (
e4ZOP = 440P+Op )

It follows that Qpq (v) = e42kP9 v. In addition, we can
define parallel transport on the cross bundle from C,
to C, by /cl o Q„ o R. We can now use V'Q in equa-
tion 1 to define a smooth cross field. In the following
section, we define the discrete Laplace equation cor-
responding to this energy and describe the diffusion
generated method for cross field design in detail.

2.2 Discrete Formulation

On each node n, of the input triangle mesh, T, a nor-
mal vector, 71,, is computed as an average of the vec-
tors normal to each adjacent face weighted by the tip
angle at the node. This normal vector in turn defines
the tangent space, T, at node 74. We then arbitrar-
ily select a vector in Ti, which we assign to be k.
Then ZT is the vector such that a ix a l -71z i•

Let e,i be the edge connecting nodes n, and We
compute the value as the signed angle between the
projection of eii onto Ti and 4r I,. We then store the
value Cp2j = — on the edge eii.

We now define the discrete parallel transport func-
tion Q z, : Ti by Q a, (u) = e4i4"3u, which parallel
transports representation vectors across e„,. This al-
lows us to compare two representation vectors u E Tz
and v E T3 by

lv — Qii(u)12.

In order to state a well-defined problem, we apply a
Dirichlet condition. In the case of closed manifolds,
we arbitrarily fix the orientation of a single cross. In
the case of a bounded manifold, we apply a Dirich-
let boundary condition by fixing ui on each boundary

Table 1: Boundary index assignment

Interior Angle Index

(0,
34)

[ 3ir

4 4

27r)

1
4

1

node. We make the convention that the cross field in-
dex of a boundary node (see Viertel and Osting [17])
is assigned according to Table 1.

For a boundary node n, of index 0 or A- , we com-
pute the outward pointing unit normal vector of each
boundary edge adjacent to m„ lying in the plane of the
adjacent boundary face. We then project these vectors
into the tangent plane at ni, and bisect them with a
unit vector, c/,,, which averages the directions of the
facet normals. Since we want to align the cross to this
vector, we set 7.4 = ce. For nodes of index ± 1, di
is first rotated 7r/4 radians about ni in the positive
direction before computing

2.2.1 The Diffusion Generated Method
for Cross Field Design

Intuitively, we would like to solve until stationarity the
time dependent problem

ut (t, x) = Au(t, x) x E M

u(t, x) = g(x) x E OM (3)

u(0,x) = uo(x) x E M

with the constraint that lu(x)l = 1 pointwise, rather
than directly solving the stationary problem with the
same constraint. This key difference allows one to
avoid the necessity of using a non-linear solver be-
cause the pointwise constraint can be enforced sim-
ply by normalizing the solution in between discrete
timesteps (see [34, 35]). We proceed by defining a



Algorithm 2 A diffusion generated method for de-
signing smooth cross fields

(i) Let 'go be the solution to An' = g. Let 17-1 = 0.
(ii) Fix T, (5, and set k = O.
while — > (5, do

(i) Solve the discrete diffusion equation,

(ii) Set

— TA)9bk+1 = ilk + Tg (6)

4+1[2i]

Vtik+1[2i12+4+1 [2

7-4-1-1 [2i + 
4+1 [2i+1]

V '4+1 [22]2+17k-Fl 
[2i+1[2

ilk+1 [2i] =

(iii) k
end while
(iii) Set ui = 77k[i] 1]

+112

discrete Laplacian operator, A(2 corresponding to the
connection VQ.

1 
AQ (77) lAr(no (ui - Qi; ( )) (4)

ni EJV(ni)

where Ai(n.,) is the one-ring neighborhood of n, and
1./\i(ni)1 is the area of that neighborhood. This dis-
crete Laplacian operator allows us to assemble a dis-
crete diffusion equation using a backward Euler time
discretization;

(I — TA)u = 1.10 Tg. (5)

Here (I — TA) is a 2n x 2n real symmetric positive def-
inite matrix where n is the number of free nodes in T,
and ft' and b are 2n x 1 column matrices containing the
real and imaginary parts of the field. In algorithm 2,
we define the iterations for cross field design.

3. GENERATION OF A QUAD LAYOUT
WITH T-JUNCTIONS

After designing a cross field on a triangle mesh, the
next step in algorithm 1 is to construct a quad layout
with T-junctions. This is accomplished in two steps:

1. Determine singularity locations and ports.

2. Trace out separatrices of the cross field.

In section 3.1, we detail the first step of this process.
In section 3.2, we describe our approach to streamline
tracing, including our novel method for computing the
trajectory of a streamline in the neighborhood of a
singularity. In section 3.3, we discuss stopping condi-
tions for the streamline tracing algorithm as well as
a heuristic method for handling tangential streamline
crossings that occur commonly when tracing stream-
lines via numerical integration.

3.1 Singularity and Port Detection

Singularity and port detection in a cross field de-
fined per node is well documented in the literature
[3, 28, 29, 11, 17]. We use methods that have been de-
veloped previously, but include a description here for
completeness.

3.1.1 Matchings

Across each edge, we assume that crosses make the
smallest rotation possible. This is called the principle
matching of the crosses. If u, = e4264 , then the change
in cross orientation between two nodes n, and ni, de-
noted Dij, is the number between —4 and 4 given
by

Az =(ej — (0 0,))(mod 7r/2) — 7r/4.

3.1.2 Singularity Detection

The index of a triangle, ti,k, with nodes Tki, nj, and
nk is the number given by

A + A Akz Oz3 — 0'3k — OlczI (tiik) = 27r

Practically, this is the number of turns that a cross
makes while circulating the triangle, which is always
an integer multiple of 1. A triangle is singular if its in-
dex is non-zero. Summing the changes in cross orienta-
tion along each edge, we compute the total circulation
of the cross around the triangle. On a flat surface, the
total circulation must be a multiple of 7/2; however,
on curved surfaces, this is not the case. In general, a
vector in the tangent bundle of M parallel transported
along a closed curve does not always return to the same
orientation after circulating the curve. To mitigate the
effects of holonomy while transporting a cross around
the triangle, we subtract from the total circulation the
angle defect that occurs when parallel transporting a
vector around the triangle via our discrete connection.
This angle defect is given by 0" +03k +Oki. Subtract-
ing the angle defect from the total circulation leaves
us with a number that is a multiple of 7/2, from which
we compute the index.

After we determine singular triangles, we approximate
the location of the singularity within the triangle by
taking the barycenter of the triangle. We choose an
arbitrary node, n, on the triangle and rotate the cross
component vectors at that node into the plane of the
face. We use the ray starting at the barycenter and
passing through n as a reference axis, and compute
the angle a that the nearest cross component vector
makes with the reference axis. We then compute the
angles where streamlines exit the singularity (ports)
as a + —42'k, where d/4 is the index of the singularity
(see [17]).



3.2 Separatrix Tracing

After designing a cross field on T, we build an ini-
tial quad partition by tracing separatrices of the cross
field. Below, we describe the methods used for tracing
separatrices in non-singular and singular triangles.

3.2.1 Non-Singular Triangles

In non-singular triangles ti3k, we project the crosses on
each corner of t23k into the plane of the triangle. We
define a reference coordinate axis in that plane, and
compute a representation vector for each cross with re-
spect to this reference coordinate axis. We interpolate
the argument of the representation vector linearly over
the triangle. This is possible because in a non-singular
triangle, the argument is continuous as it circulates the
boundary. Using this interpolation, we trace out the
streamlines using Heun's method [3].

3.2.2 Singular Triangles

Previously, no streamline tracing methods have been
suitable for accurately tracing streamlines in the
neighborhood of a singular triangle. Numerical in-
tegration methods such as Heun's method and other
Runge-Kutta methods [36, 3, 11, 17] are inaccurate in
the neighborhood of a singularity since cross directions
can change arbitrarily fast. They frequently compute
discretizations of the streamline that "cut the corner"
rather than traversing around the singularity as they
should (see Figure 2). Streamline tracing methods
based on edge maps [9, 15] are guaranteed to never
result in tangential crossings, but since paths are dis-
cretized by straight lines through each triangle, they
are limited in their ability to resolve the path of a tra-
jectory around a streamline by the number of triangles
that meet at a singular point.

Figure 2: An illustration of a numerically traced stream-
line that "cuts the corner" and does not traverse around
the singularity.

Here we develop a new method to accurately trace
streamlines within the neighborhood of a singularity

to any predefined resolution. This method guarantees
that no tangential intersections of streamlines will oc-
cur within the neighborhood. We first prove that in
R2, trajectories of streamlines through the neighbor-
hood of a singularity are hyperbolas under a conformal
transformation.

Let f be a canonical harmonic cross field (see [17]) on
a domain D c R2. Let a E R2 be the location of a
singularity of index 4 where d is an integer < 1. Con-
sider the open ball B(a, ro) of radius ro > 0 centered
at a. We seek an approximation for the trajectory of
an arbitrary streamline passing through a point a
in B(a,ro).

The cross field, f(z), partitions B(a,ro) into 4 — d
evenly angled sectors bounded by separatrices of the
cross field [17]. In each sector, the cross field defines
a local (u, v) parameterization. Let S be the open
sector containing q, and let so and Si be the separa-
trices bounding S ordered counterclockwise. Because
the cross field defines a local (u, v) parameterization
on S, there are two streamlines passing through q, one
crossing so orthogonally, the other crossing Si orthog-
onally. Without loss of generality, we consider -y, the
streamline crossing Si orthogonally. This streamline
crosses Si into S', the open sector adjacent to S that
is also bounded by Si , and then exits B(a, ro) (see
Figure 3).

g(s2)

g(so)

Figure 3: Streamlines in a neighborhood of a singularity
become hyperbolas under a conformal map g.

By [17], the cross field in B(a,ro) can be written as

f (z) ez( d40+ 2k4n ) o(r)

where d/4 is the index of the singularity, z = reie
k E {0, 1, 2, 3}, and 6) = 0 corresponds to so. For
r < ro where ro is sufficiently small, we make the
approximation

f(z) = ei(q+21÷j)

Streamlines of the cross field are given by

z' = f(z)

Since we are looking for the streamline crossing
through Si , we consider k = O. Thus, we are looking



for the set C = {z(t) E B(a,ro)lt E (ta, tb)} where
z(t) on (ta, tb) is a solution to the problem

z =
go) = (r,, 0,)

(7)

(8)

in D = {z = re° lr E (0, ro), 0 E (0, :A)}.

Proposition 1. C = {(x + iy)—(4—d)/8 I xy = A, x E
Ix} for some constant A on some interval Ix.

Proof. Consider a differentiable curve in D given by
z(t) for t E (a,b). Consider the function g(z) =
z(4—d)/8 that maps D to D, the sector of the upper
right quadrant given by I w = pets° p E (0, po =
r0(4—d)/8), E (0, DI (see Figure 3). Let w(t) =
g(z(t)) for t E (a,b). Taking the derivative of both
sides, we have

w' =g'(z(t))z'(t)

since gi(z) 0 in D, we have

arg (g' (z(t))z' (0) = arg g'(z(t)) arg z'(t)

= (4 
8 
d 1) 0 + arg(z' (0)

In the case that z(t) is a solution of equation 7, we
have

dB (4 — d
arg w'(t) = 7 + 1) 0

(4 — d)0

8 — —40

Thus w'(t) = cx(t)e—i" for some function a(t). Writing
w(t) = x(t)+iy(t), we have x/(t) = a(t)cos(p), y'(t) =
—a(t)sin(co). Thus

dy A

dx 
tan(cp) = x  > y — —x

for some constant A. This equation describes the fam-
ily of hyperbolas in the first quadrant with asymptotes
at co = 0 and co = 2. The curve from this fam-
ily passing through the point g(q) = pgeic'q is given
by {x iy xy = A,}, where A, = /4 sin co, cos cp,.
The curve C can be recovered by taking the in-
verse image of this set under the mapping g, that is
c = {(x  2y)—(4—d)/8 xy = Aq, x E Ix} where Ix is
an interval such that (x iy)—(4—d)/8 E B(a, ro) for
x E

Proposition 1 provides a simple method for computing
the trajectory of a streamline through a singular trian-
gle. We make the assumption that within the triangle,
the estimate

f(z) ̂  ei(V± )

holds. Here again 0 = 0 corresponds to the nearest
separatrix clockwise from q. Making this assump-
tion, we simply compute points along the hyperbola
xy = Aq, and take the inverse image of each point. We
use these points as discretization points of the stream-
line so long as they lay within the singular triangle.
Since hyperbolas are convex, and g-1 preserves the
order of points along rays, in order to guarantee that
two streamlines don't intersect tangentially, it is suf-
ficient to evaluate the points of the hyperbola along
predefined rays from the singular point.

3.3 Partition Construction and Tangential
Crossings

By the Poincare-Bendixson theorem for manifolds [37],
streamlines of a cross field on a bounded manifold M
can do one of the following:

1. Connect one or more singularities in a homoclinic
or heteroclinic orbit

2. Exit the boundary

3. Approach a limit cycle

4. Approach a limit set that is all of M. In this case,
M must be a torus.

Because we are tracing out separatrices on a discrete
mesh, in practice, they never line up perfectly with
another singularity, so homoclinic and heteroclinic or-
bits will never occur. Thus streamlines in the discrete
case can only either exit the boundary, or continue
forever approaching either a limit cycle, or a limit set
that is all of M. In order to generate a quad parti-
tion via separatrix tracing, separatrices that continue
forever must be cut off after crossing some separatrix
orthogonally. In practice, we use two stopping con-
ditions: separatrices are traced until they either exit
the boundary or cross the same separatrix more than
once. The second condition is a simple way to elimi-
nate the possibility of tracing out a separatrix forever,
but can potentially create T-junctions on separatrices
that would eventually exit the boundary.

When tracing streamlines using a numerical method
such as Heun's method, there is no guarantee that
streamlines won't cross each other or exit the bound-
ary tangentially. This becomes especially problematic
along boundaries of meshes where the underlying ge-
ometry has high curvature but few triangles, resulting
in few crosses that are actually aligned with the dis-
crete boundary of the triangle mesh. Tangential cross-
ings are problematic because the regions produced via
separatrix tracing are no longer guaranteed to be four-
sided. Assuming a sufficiently fine triangle mesh along



the boundary such that no separatrices exit tangen-
tially, we observe in practice that tangential crossings
on the interior typically occur in one of two cases. The
first case is when one or more separatrices that ap-
proach a limit cycle are traced out for several rota-
tions around the limit cycle. This problem is virtually
eliminated by our approach of cutting off separatrices
after they cross the same separatrix more than once.

The second case where tangential crossings occur is
when there is a very small misalignment of singulari-
ties, such that two different separatrices follow virtu-
ally the same path. If the two separatrices are heading
in opposite directions when the crossing occurs, then
this problem can easily be fixed by cutting both sep-
aratrices off at the tangential crossing and combining
them into a single separatrix, now connecting the two
singularities in a heteroclinic orbit. If both separatri-
ces are traveling in the same direction when they cross
tangentially, there is no analogous simple operation to
combine the two. However, we have observed that
in practice, this almost always occurs when one of the
separatrices passes very near the singularity where the
other began. To mitigate the occurrence of tangential
crossings when both separatrices are traveling in the
same direction, we add a third stopping criteria for
tracing separatrices: we cut off any separatrix inside
of a singular triangle that crosses one of the separa-
trices leaving the singularity orthogonally. This third
stopping condition greatly reduces the number of tan-
gential crossings that occur when both streamlines are
traveling in the same direction.

4. PARTITION SIMPLIFICATION

The misalignment of singularities when tracing out
separatrices often results in small regions and limit cy-
cles in the initial partition that would not exist if the
separatrices coincided. In this section, we present a
robust algorithm to simplify the partition obtained by
naive separatrix tracing. The central step in the algo-
rithm is an operation that extends the chord collapse
operation for quad meshes [38, 39] to quad layouts
with T-junctions.

A chord in a quad mesh is a maximal sequence of
quads, qi, q2, . . , qn such that qi is adjacent to
and and qi+1 are on opposite sides of gi. Figure 4
shows a chord of a quad mesh highlighted in blue. A
partition obtained from streamline tracing is a quad
layout with T-junctions, or a T-layout for short. We
say that each component of a T-layout has four total
sides, 2 pairs that are opposite each other. A side
consists of at least one edge or more when T-junctions
occur on that side. A chord of a T-layout is a maximal
sequence of components, cl, c2, , cm such that ci is
adjacent to ci+1, and ci±i are on opposite sides
of ci, and no T-junction exists between ci and c,±1.

Figure 5 top shows various chords in a T-layout.

Figure 4: A chord in a quad mesh.
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Figure 5: Illustrations of chords in two T-layouts. Top:
Chords in a T-layout shown in various colors. The yel-
low and cyan chords overlap on the green component,
illustrating how each component is part of two chords.
Bottom: The four patches of a chord highlighted in
cyan, green, blue, and red.

We call the set of edges shared by two partition com-
ponents in a chord the transverse rungs of a chord. In
the ca.se that a chord begins or ends at a T-junction
or on a boundary, we also include the first and last set
of edges as transverse rungs of the chord. We also say
that a chord has two longitudinal sides that consist
of all the edges of the partition components that are
orthogonal to the transverse rungs.

A patch is a maximal subset of consecutive compo-
nents of a chord such that singularities only occur on
the first and last transverse rungs. A chord is parti-
tioned into one or more patches, and singularities can
occur only on the corners of patches. Figure 5 bottom
shows the patches of a chord.

Our definition of chord collapse on a T-layout is mo-



Figure 6. The four collapsible chords of a partition. Zip patches are highlighted in red and non-zip patches are highlighted
in blue.

tivated by the goal of simplifying the partition by re-
moving one separatrix from each of two singularities,
and then connecting singularities together by a single
curve. We say that a patch of a chord in a T-layout is
collapsible if it satisfies the following:

1. No singularities are connected across any trans-
verse rung of the patch.

2. No singularity is connected to a boundary across
any transverse rung of the patch.

3. If the patch starts or ends at a T-junction, then
one of the following must be satisfied:

(a) The node opposite the T-junction on the
same transverse rung is a singularity.

(b) The node opposite the T-junction on the
same transverse rung is another T-junction
with the same orientation.

(c) The node on the opposite corner of the
patch from the T-junction is a singularity.

We say that a chord is collapsible if all of its patches
are collapsible.

The first and second conditions prevent the possibil-
ity of having to combine two singularities into a sin-
gle one or move a singularity to the boundary. They
reflect an assumption that throughout the simplifica-
tion process, we would like to keep the singularity set
of the cross field and only modify the connectivity of
the singularity graph. The third condition prevents
the introduction of new T-junctions when collapsing
chords or other invalid configurations such as a node
with only two edges meeting at a corner. Figure 6
shows the collapsible chords for a given quad layout.

Given these assumptions, we can define a collapse op-
eration on a collapsible chord. We define this oper-
ation by defining two sub-operations on patches. On
a collapsible chord, any patch will either have singu-
larities on opposite corners, or it will have one or two
singularities only on one longitudinal side. We refer to
the former as a zip patch, and the latter as a non-zip
patch. The green patch in Figure 5 bottom is a zip
patch and the other 3 are non-zip patches.

The collapse operation on a non-zip patch is to simply
delete the edges on the longitudinal side without any
singularities. The operation on a zip patch is to re-
move both longitudinal sides of the patch and replace
them with a single line that connects the two singular-
ities together. In practice, we take a weighted average
of the two sides, figuratively "zippine the two edges
together to form the new line. If any T-junctions occur
on a side that is deleted during a collapse, the hanging
separatrix is simply extended after the collapse oper-
ation until it crosses the next separatrix. Figure 7
illustrates 3 consecutive chord collapses used to sim-
plify a partition. The next chord to be collapsed in
each frame has its zip patches highlighted in red and
its non-zip patches highlighted in blue.

This collapse operation effectively replaces the two
longitudinal sides of a chord with a single curve pass-
ing through each of the singularities on either side.
It is easy to see that the resulting graph is still a T-
layout because the local connectivity at singularities
is not changed and other crossings of separatrices are
either unaffected or simply removed (see the proof of
theorem 5.4 in [17]). We summarize this section with
the following proposition,

Proposition 2. Each chord collapse operation re-
moves a chord from the T-layout, resulting in another
T-layout with the same irregular nodes on the bound-
ary and interior. A series of collapses monotonically
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Figure 7: Three consecutive chord collapses simplify the quad layout. Zip patches to be collapsed at each step are colored
in red and non-zip patches are colored in blue.

reduces the number of T-junctions in the layout, and
strictly decreases the number of partition components.

This simple operation forms the core of our partition
simplification algorithm. As Figures 7 and 8 illustrate,
repeated application of this operation has the potential
to dramatically simplify a T-layout obtained from sep-
aratrix tracing. We take a greedy approach, collapsing
first the thinnest chord that satisfies all conditions for
collapse. The full loop is described in algorithm 3.

Algorithm 3 Partition simplification

Let F be the set of collapsible chords of the partition
while > 0 do

if No chords meet the conditions for collapse
then
Stop.

else
Collapse the chord with the smallest minimum
width
Determine new set of collapsible chords F

end if
end while

4.1 Conditions for Collapse

It is not always beneficial to collapse every collapsible
chord. Figure 6 highlights four collapsible chords in
a partition, but by most measures, it would only be
beneficial to collapse the thinnest of the chords, since
collapsing the others would lead to severe deformation
in the newly created partition components adjacent to
the zipped edge. The decision of whether to collapse is
also application dependent. For example, in the final
chord collapse in Figure 7, the difference in length on
opposite sides of the regions adjacent to the zipped

separatrix may outweigh the cost of a slightly more
complex partition, depending on the application.

A complete exploration of how different applications
might benefit from various collapse conditions will not
be treated here, rather we only describe the conditions
used in our examples. We define an energy for each
patch and we subsequently define the energy of the
chord as the minimum energy of any of its patches.
The collapse condition evaluates to true if the energy
is positive and false if the energy is negative.

For a non-zip patch, we set the energy to a positive
constant value. The exact value is not important, this
simply reflects the notion that collapsing a non-zip
patch is not detrimental to the overall quality of the
partition.

For zip patches, let w be the mean of the length of
each transverse rung of the patch. Let l be the mean
of the length of each longitudinal side of the chord.
The energy for the patch is then defined as

7r
e = —

8 
— arctan — .

If the zip patch were perfectly rectangular, then
arctan would be equivalent to the angle that the
diagonal makes with the base of the rectangle. In
rough terms, this condition prevents chord collapses
that result in a large deformation of the angles that
separatrices make at singularities.

We found this particular collapse condition and the
heuristic of collapsing thinnest chords first to produce
quads with more rectangular corners than other col-
lapsing strategies that we tried. Figure 9 shows a com-
parison between the results of collapsing a given initial
partition using the strategy that we describe versus the
strategy of greedily collapsing chords via our chord col-
lapse operation using an energy analogous to that used



Figure 8: Before and after partition simplification. Top Left: The initial partition obtained by tracing separatrices. Top
Right: A simplified partition after 10 chord collapses. Bottom: A close up of the top left corner of the geometry reveals
extremely small components that occur because of misalignment in singularities in the initial partition.

in Tarini et al. [18] and Razafindrazaka et al. [12].

Figure 9: A comparison of collapse strategies. Left:
The partition obtained by collapsing an initial partition
according to the strategy defined in algorithm 3. Right:
Result of collapsing the same partition using a greedy
strategy collapsing chords in the order of highest to low-
est energy using an energy analogous to that used in
Tarini et al. [18] and Razafindrazaka et al. [12]. This
strategy is over-aggressive in collapsing chords and we
conclude that the energy does not work well with the
chord collapse approach.

While we found the strategy of collapsing chords ac-
cording to the conditions specified in this section to
work well in our examples, it is a simple matter to sub-

stitute the sorting function and conditions for collapse
in this algorithm with whatever is deemed appropriate
for the application at hand.

5. NUMERICAL EXPERIMENTS

We tested our algorithm on 100 triangle meshes of sur-
faces with boundary derived from CAD models. For
the diffusion generated method, we used a timestep
T = 1/Ai where Ai is the first eigenvalue of the matrix
A. We continued the iterations until - ftk- 1 <
Yt, x 10-6 where n is the number of free nodes in

the mesh. All examples were run on an Intel Core
i5-2420m on a single thread.

In Figures 10 to 12 and Table 2, we present nine ex-
ample models that are representative of the models
used and results obtained in our experiment. Ta-
ble 2 shows data for the number of nodes in the trian-
gle mesh, timing for the diffusion generated method,
streamline tracing, and partition simplification meth-
ods, the number of components and T-junctions be-
fore and after simplification, and the total number
of chord collapses performed. Figures 10 to 12 show
the initial partition obtained via streamline tracing on
the left and the final simplified partition on the right.
The models in the table are shown in the same or-
der as they appear in the figures, and the horizon-
tal lines in Table 2 identify the cutoffs between fig-
ures. All of the models except for the "faceplate"
model are from a test suite used for development of
the CUBIT software [21]. The "faceplate' model is the
faceplate of the motor from the fan model at https:
//grabcad.com/library/electric-fan-model-1.



Figure 10: Examples of partitions simplified by our algorithm. The models from top to bottom are cognit, chainr5, and
gluegun. Left: The initial partition obtained by tracing streamlines of the cross field obtained via the diffusion generated
method. Right: A simplification of the partition on the left via our method.



Figure 11: More examples showing the models sprayer, faceplate, and part29. See the caption for Figure 10.



Figure 12: More examples showing the models testl, engine2, and pump. See the caption for Figure 10.



Overall, we observe that our algorithm performs well
both in terms of efficiency and results. The timings
reported for our cross field design method are compa-
rable to those for the fastest cross field design meth-
ods [28, 29]. The timings for partition simplification
reported in this paper are approximately an order of
magnitude faster than those reported in [18] and [12]
on similar sized models. Visually, the coarseness of
the final quad layouts appear to be comparable across
all three methods; however, a better comparison using
the same models with each method is needed.

Out of the database of 100 models that we tested,
eight models still had T-junctions after the simplifica-
tion process. On four of those models, the T-junctions
could be removed by simply continuing to trace the
streamlines until they reached the boundary; see Fig-
ure 13 top. On the other four, there was at least
one T-junction where the corresponding streamline ap-
proached a limit cycle. In each case that we observed,
all T-junctions could have been removed from the ini-
tial partition by collapsing the chords in a different
order (Figure 13 bottom), which suggests that per-
haps a better collapse order would prioritize or even
require collapsing chords that end in T-junctions.

In contrast to our method, the method of Razafind-
razaka et al. [12] only considers port matchings that
result in an all quad mesh, and in the cases where our
method failed to remove T-junctions, would have suc-
ceeded. The main downside to their approach is that
there is no way to guarantee that any solution exits
to the perfect matching problem. Indeed, on the sur-
face shown in Figure 14, there is no all quad layout
for the set of singularities defined by the cross field.
Where their method would fail, ours still produces a
quad layout with a T-junction, which can still easily
be meshed with a pattern-based technique.

6. DISCUSSION

In this paper, we have further developed three parts
of the pipeline described in algorithm 1: an efficient
method for high-quality cross field design, a method
to accurately compute the trajectory of streamlines
in the neighborhood of a singularity that avoids tan-
gential crossings, and a robust partition simplification
algorithm. We implemented a pipeline including these
improvements, and executed our code on a database of
100 CAD surfaces. The resulting quad and T-layouts
can be used as a starting point for meshing and pa-
rameterization.

The diffusion generated method is well suited for cross
field design on CAD surfaces because it results in
smooth boundary aligned cross fields with good sin-
gularity placement near the boundaries. It is also
comparable in speed to the fastest cross field design

Figure 13: T-junctions not eliminated by our method.
Top: A T-junction that can be removed simply by trac-
ing the streamline until it reaches the boundary. The T-
junction occured here because the separatrix intersected
another separatrix while passing through a singular trian-
gle. A collapsing a collapsible chord (highlighted in blue,
full chord not shown) would remove the T-junction as
well, but the energy condition for collapse was not met.
Bottom: A T-junction resulting from a singularity ap-
proaching a limit cycle. Zip and non-zip patches of the
chord adjacent to the T-junction are marked in red and
blue respectively. The colored chord is not collapsible
because further up the chord a singularity is opposite a
transverse rung (not shown). In the initial partition, this
T-junction could have been removed by a chord collapse
without this obstruction.

methods; however, a more in-depth analysis is needed
to fully compare the results.

Our novel method for tracing the trajectories of
streamlines near singular points is simple and allows
for accurate computation of streamlines near singular-
ities while avoiding tangential crossings. Our imple-
mentation is, however, limited by our choice of a node-
based cross field representation, as no methods exist to
guarantee that streamlines away from singularities will
not cross tangentially with such a representation. Our
method could be improved by extending it to work in
conjunction with streamline tracing methods such as
Ray and Sokolov [15] and Myles et al. [9].

Our partition simplification algorithm is based on a
simple chord collapse operation and is guaranteed to
strictly decrease the number of partition components
at each step as well as monotonically decrease the



Table 2: Basic data for our pipeline on several models

Model
Cross Field

(s)
Tracing

(s)
Simp.
(s)

Components
Before After

T-junctions
Before After

Chord
Collapses

cognit 7274 0.444 0.274 0.450 583 190 86 0 72
chainr5 4781 0.105 0.318 0.494 440 176 88 0 61
gluegun 1842 0.074 0.124 0.254 725 189 36 0 45

sprayer 954 0.037 0.027 0.011 29 12 6 0 4
faceplate 47655 7.036 0.989 2.270 1500 227 120 0 101
part29 3265 0.121 0.051 0.023 66 22 3 0 6

testl 2703 0.115 0.044 0.027 47 19 1 0 5

engine2 564 0.025 0.053 0.057 194 63 11 1 15
pump 2592 0.067 0.249 0.821 1014 303 88 4 80

Figure 14: A surface where the cross field contains a limit cycle, resulting in a T-junction that cannot be removed without
the introduction of additional singularities. Left: A boundary aligned cross field is shown in blue. The T-layout obtained
by tracing out streamlines is shown in red. The yellow streamline begins at the geometric corner, follows the red curve of
the partition, and continues on to converge to a limit cycle. Right: Because of the limit cycle, a pair of 3- and 5-valent
nodes is needed to mesh the region adjacent to the T-junction.

number of T-junctions. It works directly on stream-
lines, so it does not require pre-meshing like meth-
ods such as Tarini et al. [18] and Bommes et al.
[19], or computation of a Poisson parameterization like
Razafindrazaka et al. [12]. Furthermore, it is more de-
liberate in its attempt to simplify the mesh than the
partition simplification in Myles et al. [9], which is
primarily intended to ensure global consistency of the
parameterization.

Razafindrazaka et al. [12] formulate partition simpli-
fication as a minimum weight perfect matching prob-
lem on a graph. While construction of the graph (and
consequently the solution space) in their method relies
on heuristic choices, the solution space that they con-
struct is at least as big as what could be obtained by
considering all possible chord collapses in any order
by our method. While they are able to find a glob-
ally optimal solution, we rely on a greedy algorithm to
simplify the partition. At first glance, it appears that
our method is at a disadvantage because of this; how-
ever, the two methods are hard to compare because it

is not clear how the edge weights used in the formu-
lation of Razafindrazaka et al. [12] reflect objectives
such as minimizing the number of quad components,
or maximizing the minimal width of a chord which
can be pursued directly via our method. A specific
application with objectively stated goals and a com-
mon set of models is needed for a clear comparison
between the quality of the quad layouts generated via
Razafindrazaka et al. [12] and our method.

The main downside of our partition simplification
method is that it does not completely eliminate T-
junctions from the layout. It is not always possible to
produce a quad layout with no T-junctions for a given
set of singularities, so an important direction for fu-
ture work is to develop a method that uses strategic
insertion or removal of singularities in order to guaran-
tee that the elimination all T-junctions from a given
input T-layout is possible. Such a result would be
beneficial for applications in meshing for FEM, sur-
face reconstruction into CAD from image data or ge-
ometries generated via topology optimization, and in



constructing spline bases for isogeometric analysis.
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