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Abstract. This paper presents a protocol for encrypting information stored in an 

LDAP directory service.  The protocol introduces an additional component be-

tween the client and destination server, which handles encrypting and decrypt-

ing information as necessary.  Limited configuration is required to existing 

LDAP clients, no configuration is necessary for existing LDAP servers.  No ad-

ditional software is required for either clients or directory servers.  Data is pro-

tected from insider threats, particularly those from a user with administrative 

access to the directory.  Two models are presented which balance response time 

with overall security.  
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1   Introduction  

Directory Services are commonly implemented by organizations to handle a varie-

ty of tasks.  Many use them to store data, as well as distribute information internally.   

Other applications include sharing directory information, such as addresses and phone 

numbers, with external organizations.  Sometimes this information contains sensitive 

data and needs to be protected.   Methods exist for protecting directory information, 

but can be difficult to apply and enforce.  Additionally, many of these methods are 

susceptible to a particular type of attack, called an insider attack.   

An insider attack is performed by a user within the corporation.  This user may or 

may not have administrative privileges, but generally this makes an attack more suc-

cessful, as well as easier to conceal.  Organizations with weak standards for monitor-

ing and auditing administrative tasks will find it difficult to detect these types of at-

tacks.  One common form of insider attack involves an administrator modifying an 

access control list (ACL), viewing and/or copying the protected data, and then replac-
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ing the original ACL.  Another possible attack involves the administrator ―spoofing‖ a 

user account, either by compromising the user’s password, or by administratively re-

setting the user’s password to something known by the attacker. 

As more organizations use directory services to meet various infrastructure needs, 

the amount of sensitive data contained within these directories will increase.  Conse-

quently, these directories will become more valuable targets for insider threats.  Pre-

venting administrative insider attacks against sensitive data has become an important 

topic for system administrators, particularly those involved in protecting directory 

services. 

We present a novel protocol for securing data within directory services.  This solu-

tion operates in conjunction with the Lightweight Directory Access Protocol (LDAP), 

the industry standard for directory communications.  Our solution meets several key 

goals, including protecting against administrative attacks, without greatly impacting 

directory service performance, and eliminating the need for additional applications on 

either the client or server.  We propose a new component which acts as a proxy be-

tween the client and server.  Using encrypted information sent from a client applica-

tion, this proxy handles all communication with the destination LDAP server.  It also 

handles encrypting and decrypting information that needs to be protected.   The proxy 

can act in either an active or passive mode, distinguished by the level of interaction 

required between the user and proxy to bootstrap directory encryption activity. 

The remainder of this paper is organized as follows.  Section II describes previous 

work on securing directory services, and outlines recent studies concerning insider 

threats.  Section III presents our design goals and motivation for this proposal.  Sec-

tion IV provides a detailed explanation of the communication protocol, and Section V 

discusses the impact and advantages of the solution, as well as potential attack scena-

rios.  Section VI concludes the paper with a discussion of future work planned. 

2. Background and Related Work 

2.1 Directory Services 

Directories are collections of information related to objects in an organization.  

These objects often include users, computers, or contacts.  Directory Services are the 

services which make this data available for use by others.  Frequently, the intention is 

to provide a single point of access for various applications and individuals to find in-

formation about users and other objects within an organization [1].  The information 

contained within the directory may come from direct input, and can be manually 

maintained, but also may be referenced and managed indirectly from other corporate 

data repositories, such as databases and other information stores.  Commonly used di-

rectory services are Microsoft Active Directory [2], IBM Tivoli [3], Apple Open Di-

rectory [4], Novell eDirectory (formerly  called Novell Directory Services) [5], 

OpenLDAP [6], Fedora Directory Server [7], and Sun Java System Directory Server 

[8]. 
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2.1.1  Protecting Information in Directory Services 

A few techniques exist for actually protecting the information stored within a di-

rectory itself.  In general, access control lists (ACLs) can be used to implement some 

form of protection in most directories.  For instance, in OpenLDAP, ACL protection 

can be applied to individual objects, groups of objects, specific LDAP filters, or a list 

of attributes [9].  Other techniques are almost exclusively implementation-specific.   

Microsoft Active Directory [2] provides additional access control features through 

the use of confidential attributes [10].  This is a setting applied to the searchFlags 

component of individual attributes, and is only supported on Microsoft Windows 

Server 2003 SP1 and later.  When processing confidential attributes, the directory 

server checks for additional access control rights associated with the requesting user.  

This particular type of access, called ―CONTROL_ACCESS,‖ is granted to adminis-

trative accounts by default, but can be delegated to other accounts individually. 

Another approach to protecting attributes is encrypting them.  Fedora Directory 

Server [7] has the capability to encrypt all instances of specified attributes.  This 

means that for every object containing such attributes, the data in that attribute is en-

crypted using a symmetric key known to the directory server (the server SSL key).  

Various encryption methods can be configured, and different attributes can be en-

crypted using different ciphers.  Encryption and decryption are handled by the direc-

tory server itself, so access to attributes is not controlled by this method.  However, 

data would be protected from unauthorized access if the actual directory information 

was stolen or otherwise compromised. 

A third approach to protecting directory attributes is described in [11].  This me-

thod is not dependent on a particular directory implementation.  Rather, it uses public 

key infrastructure (PKI) to allow users to control the encryption of attributes related to 

their own directory information.  This solution describes different methods for using 

PKI to ensure either data authenticity alone, or data authenticity combined with confi-

dentiality.  Specific solutions are proposed for scalability and usability purposes.   

Additionally, [12] proposes encrypting directory information for users based on a 

unique-id chosen for each user.  This method applies primarily to public directory 

servers, and does not address the issue of preventing unauthorized access so much as 

it addresses the issue of preventing access to the entire directory.  For instance, a 

company could share contact information publicly, and provide selected clients with 

appropriate unique-ids, without worrying that the entire directory would be scanned 

for email addresses.  One important aspect of the work is to choose a unique-id well, 

so that it cannot be easily guessed, but can still be easily shared with authorized users. 

A general method for encrypting directory attributes individually, and based on us-

er-specific information, is presented in [13].  Two specific methods for encrypting da-

ta in directory services are outlined.  In the first, clients send LDAP operations to a 

client runtime application, which handles encrypting and decrypting data based on 

keys stored within the directory.  The second method is similar, except the additional 

component resides on the server instead of the client.  In each case, however, addi-

tional software is required by either the client, or server, or both, to carry out the data 

protection.  This solution provides the capability to either sign or encrypt the data to 
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be stored, which does increase its potential application, depending on the needs of the 

user. 

2.2 Insider Threats 

The threat of unauthorized access of sensitive data by employees or other autho-

rized users, known as ―dedicated insiders‖, is well documented [14, 15, 16].  While 

the psychology and behavioral factors of these individuals is beyond the scope of this 

paper, their motivation and level of access should be considered.  Additionally, it 

should be noted that the number of offenses committed by insiders is rising each year 

[16]. 

In January 2008, the U.S. Secret Service and CERT issued a report titled ―Insider 

Threat Study:  Illicit Cyber Activity in the Government Sector‖ [14].  This study out-

lines a multi-year project, started in 2002, that explores the activity and threats posed 

by insiders, defined as ―employees who have perpetrated acts of harm against an or-

ganization via computer, system, or network to include theft of intellectual property, 

fraud, and acts of sabotage within critical infrastructure sectors.‖  Among the key 

findings of the study that are relevant to this paper are the following: 

 

-  ―Most of the insiders had authorized access at the time of their malicious activi-

ties‖ 

-  ―Access control gaps facilitated most of the insider incidents, including: 

o The ability of an insider to use technical methods to override access 

controls without detection 

o System vulnerabilities that allowed technical insiders to use their 

specialized skills to override access controls without detection‖ 

 

In addition to outlining the methods and characteristics of the unauthorized access, 

the study also details findings about the motivation of the insiders, as well as the 

scope of the problem.  In particular, the study notes that ―in many cases insiders used 

authorized access to alter or obtain an individual’s personal data in some manner.‖  

Theft of personal data was noted as a particularly likely target of insider threats, most 

often to sell to others for financial gain.  The study notes that this is useful in ―under-

standing how access to identity-related data might contribute to insider activity in [the 

government sector].‖  Additionally, it was noted that ―agencies at all levels of gov-

ernment were targets of insider threat,‖ and that the attacks were successful because 

of ―similar vulnerabilities in business practices and access controls.‖ [14] 

To address these concerns, the study also presented considerations for government 

agencies with respect to the protection of data, including the following: 

 

-   ―Electronic storage of citizens’ confidential information necessitates accurate, 

reliable, and confidential record keeping within government databases and 

computer systems.  Policies and technical controls are implemented to pro-

vide a safety net for critical data.‖ 
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-   ―Government agencies at all levels need to remain vigilant against the potential 

impacts of insider incidents on public trust and the citizens’ confidence in 

government services‖ 

-   ―Government agencies should have proactive strategies to protect information 

entrusted to them‖ 

-   ―Federal agencies are required to comply with Title III of the E-Government 

Act of 2002 known as the Federal Information Security Management Act.‖ 

3.  Motivation and Design Goals 

3.1 Motivating Factors 

The findings outlined in the previous section largely deal with systems that store 

sensitive personal information.  Consequently, the security of directory services has 

never really been an important consideration for system administrators.  After all, 

isn’t the information in a directory meant to be shared?  In more and more instances, 

however, information beyond simple names and telephone numbers is being stored in 

directory services.  Some systems require sensitive user attributes, such as clearance 

level, to be maintained to facilitate access control decisions.  Additionally, in the case 

of automated account provisioning utilities, a method for synchronizing data between 

the directory and the authoritative data source is needed.  Often, this method cannot 

be based on user names, or any derivation thereof, due to the changeability of that da-

ta.  Non-changeable data, such as employee IDs, or Social Security Numbers are often 

used, and must be stored with user account information in the directory.  Frequently, 

this combination of unique identifiers with personal information is considered sensi-

tive. 

Additionally, it should be noted that access to directory services is relatively com-

plicated to configure.  Microsoft notes that ―In the Active Directory directory service 

for Microsoft Windows Server 2000 and for Microsoft Windows Server 2003, it is 

difficult to prevent an authenticated user from reading an attribute‖ [10].  Also, speci-

fying access to individual attributes on a per-user basis could become a very time-

consuming task in large organizations, as the task of modifying ACLs of directory 

attributes would most likely fall to a system administrator, rather than the end user. 

Our motivation is to prevent an insider attack from accessing sensitive personal in-

formation stored in directory services.  Specifically, we will consider users with ad-

ministrative access, and will address the following techniques for gaining unautho-

rized access to the data.  We will refer to these attacks as dedicated administrator 

attacks: 

 

-   An administrator copies information from the underlying data storage and 

reads the duplicated data 

-   An administrator modifies the existing ACL to give himself access, then re-

stores the original ACL after reading the data 



6      William R. Claycomb1 and Dongwan Shin2 

-   An administrator ―spoofs‖ an authorized user, either by 

o Compromising the existing user password, or 

o Resetting the old user password to a new password known to the 

administrator 

 

The common characteristic to note among these attacks is that the actions may re-

main largely undetected.  More active attacks are certainly possible, such as compro-

mising a user workstation or modifying user PKI information, but these activities are 

generally monitored and detected with more rigor than those described above.  We 

seek to prevent unauthorized access without relying on detailed detection and access 

control methods that are sometimes overlooked anyway [14].   

 

3.2 Design Goals 

Our aim is to present a solution that is both secure, as well as usable.  Security is 

the primary goal, but without usability, a secure solution is often impractical or im-

possible to implement.  With that in mind, we present the following usability goals: 

 

-   The solution must adhere to existing LDAP standards and support standard 

LDAP operations 

-   The solution must not require additional software for either the client or server 

-   The solution must be interoperable with existing LDAP-compliant clients and 

LDAP directory servers 

-   The solution must allow users to share access to protected data with other au-

thorized users. 

-   The solution must be easy to use, with no complicated configuration steps and 

simple user interaction. 

-   The solution must provide a way to manage both encrypted and unencrypted 

attributes with the same client configuration. 

4.0 Directory Encryption Protocol 

The protocol described in this section is used to encrypt and decrypt attributes in a 

directory service.  The following variables and notations will be used: 

   

  –  Username of the client 

  –  Password of the client 

  –  Password of the data owner 

  –  Destination LDAP server and port 

  –  Shared (symmetric) secret key of the client 

  – Secret key used by the LDAP proxy server for directory data 

   –  Secret key used by the LDAP proxy server for authentication strings 

  –  Private key of the client 



Directory Encryption Protocol: 

A Method for Securing Sensitive Data  

in Directory Services      7 

  –  Public key of the LDAP Proxy server 

  –  Private key of the LDAP Proxy server 

  –  Set of users in ACL with read permission 

  –  Set of users in ACL with write permission 

  –  Hashed message 

 –  Message encrypted by the public key of the LDAP Proxy server 

 –  Message encrypted by the private key of the LDAP Proxy server 

 

The protocol is described in two parts.  The first part is considered to be a passive 

configuration.  In this case, the LDAP proxy server only encrypts and decrypts 

attributes as requested by clients.  No prior interaction is necessary between the 

clients and LDAP proxy servers to initiate encryption and decryption routines.  The 

second part is considered an active configuration.  Using this method, prior communi-

cation is necessary between the client and LDAP proxy before encryption and decryp-

tion can commence.  This involves the client obtaining an encrypted string from the 

LDAP proxy server to use for authentication requests.  

In both cases, several assumptions are made.  First, we assume that all communica-

tion between the client and LDAP proxy, as well as between the LDAP proxy and 

destination LDAP server, are done using SSL, TLS, or some other secure channel of 

communication.  Next, we assume that some prior configuration has taken place, dur-

ing which certain attributes are identified to the LDAP proxy server as encrypted 

attributes.  We also assume that client applications can be reconfigured to specify 

username strings of arbitrary length.  The current method for LDAP authentication 

and communication between client and server is shown in Figure 1. 

 

Client Secure communication Server 

Send auth. request 

(Username and password) 
 Authenticate client 

Send LDAP operation 

(Search, add, modify, etc.) 
 

Process request and return 

data 

Fig. 1. Standard LDAP authentication and communication protocol 

4.1 A Passive LDAP proxy 

To manage attribute encryption and decryption using a passive LDAP proxy, the 

client first creates an authentication string, which is an encrypted string based on sev-

eral components that replaces the regular username component for the client.  The 

construction of this string is shown in Figure 2. 

This internal part of this string is the concatenation of the client’s username, the 

destination LDAP server and port, and a shared secret key of the client.  These com-

ponents are then encrypted by the client’s private key, , and further encrypted us-

ing the LDAP proxy’s public key, .  The resulting string is used as the client’s 

username in LDAP authentication requests, and provides the LDAP proxy with in-
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formation about the intended destination LDAP server, as well as the key to use for 

encrypting and decrypting directory data, .  

 

 

Fig. 2. Authentication string for passive LDAP proxy configuration 

To authenticate, the client provides the correct password for the username ( ) in-

cluded in the authentication string, and sends an authentication request to the LDAP 

proxy.  The LDAP proxy receives this request in the form described in Figure 2 and 

decrypts the string using the private key of the LDAP proxy, , and the public key 

of the client, .  Next, the LDAP proxy passes the decrypted username and password 

to the destination LDAP server and awaits an authentication success or failure notice, 

which is then relayed back to the client.  At this point, the client has authenticated to 

the destination LDAP server, and can begin LDAP operations1. 

LDAP operations at this point can be split into two categories, read and write.  

Read operations include ―Search,‖ and ―Compare,‖ and write operations include 

―Add,‖ ―Modify,‖ and ―Delete.‖  To read and write unencrypted directory attributes, 

the LDAP proxy simply relays each operation and result between the client to the des-

tination LDAP server.  Reading and writing encrypted directory attributes is more 

complicated.  These attributes are identified by the LDAP proxy as encrypted through 

prior system configuration. 

 

Client Secure comm. LDAP proxy Secure comm. Dest. server 

Send data  
Encrypt data 

with  and  
  

Fig. 3. Encrypted data stored in destination LDAP directory using passive LDAP proxy 

 

Client Secure comm. LDAP proxy Secure comm. Dest. server 

Receive data  
Decrypt data 

with  and  
  

Fig. 4. Encrypted data retrieved from destination LDAP directory using passive LDAP proxy 

To write to an encrypted attribute, the LDAP proxy first encrypts the data using the 

client’s shared secret key, , then further encrypts the data using its own secret key, 

, before storing the encrypted string in the destination directory (Figure 3.) 

To read an encrypted attribute, the LDAP proxy first retrieves the data from the 

destination directory.  It then decrypts the information using its own secret key, , 

and the client’s secret key, , and returns the data to the client (Figure 4). 

 

                                                           
1 This authentication method describes a ―simple bind.‖  Other authentication mechanisms, 

such as Simple Authentication and Security Layer (SASL) will be detailed later in this paper. 



Directory Encryption Protocol: 

A Method for Securing Sensitive Data  

in Directory Services      9 

4.2 An Active LDAP Proxy 

To manage attribute encryption and decryption using an active LDAP proxy, the 

authentication string is not created by the client, but rather by the LDAP proxy.  The 

interaction between the client and LDAP proxy to accomplish this task should be car-

ried out via a secure user interface, such as a web service.  To establish the authenti-

cation string, the client must provide the LDAP proxy with the following information: 

 

-   Client username,  

-   Destination server and port,  

-   Client secret key,  

-   Client password hash,  

 

The LDAP proxy concatenates this information and encrypts it using a symmetric 

key used only for authentication string functions, .  The construction of this string 

is shown in Figure 5. 

 

 

Fig. 5. Authentication string for active LDAP proxy configuration 

Authentication between the client and the destination LDAP server is slightly dif-

ferent with this configuration.  In addition to authenticating the client’s credentials 

with the destination LDAP server, the LDAP proxy checks the encrypted password 

hash value, , against the hash value of the password provided by the client, 

.  If these values match, then authentication is permitted.  If not, it fails. 

 The addition of the component (where is the hash value of the client 

password, regardless of whether that particular client originally encrypted the data) 

affords additional capabilities, such as attribute ownership and detailed access control.  

This can be specified using as either the owner identifier or an ACL entry iden-

tifier for an encrypted directory attribute.  The additional information is stored along 

with the data in the destination directory entry.  Like authentication string generation, 

the owner and authorized users for a particular attribute are specified prior to LDAP 

operations, using a separate secure channel. 

Reading and writing unencrypted data functions exactly as described in the passive 

LDAP proxy configuration.  Reading and writing encrypted data, however, is 

achieved slightly differently.  The read and write operations for an active LDAP 

proxy are shown in Figures 6 and 7. 
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Client 
Secure 

comm. 
LDAP proxy 

Secure 

comm. 
Dest. server 

Auth. 

string 

+  

 
Authenticate client using  

 
  

  Check    

Recv. 

auth. 
 

If match, continue authen-

tication 
 Authenticate client 

  Receive    

     

  
Check  

or  
  

  
If match, encrypt using 

 and , then save 
  

  Acknowledge success   

Fig. 6. Writing encrypted data to a directory using an active LDAP proxy 

Client 
Secure 

comm. 
LDAP proxy 

Secure 

comm. 
Dest. server 

Auth. 

string + 

 

 
Authenticate client using  

 
  

  Check    

Recv. 

auth. 
 

If match, continue authen-

tication 
 Authenticate client 

Request  Receive request   

     

  
Check  

or  
  

  
If match, decrypt using  

provided by client  
  

Fig. 7. Reading encrypted data from a directory using an active LDAP proxy 

5.  Analysis and Discussion 

The protocol for encrypting directory attributes described in this paper has several 

key aspects that make it a desirable approach to protecting sensitive directory infor-
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mation.  We will consider the data protection this solution provides, discuss how it 

meets our design goals, and discuss potential attack scenarios.  Additionally, we will 

compare the two configurations and discuss the advantages and disadvantages of 

each.  

5.1 Data Protection 

The primary contribution of this solution is directly related to our primary motiva-

tion – directory information is protected from unauthorized access.  Data is stored in 

an encrypted form in the directory, encrypted using a key known only to the LDAP 

proxy server, 2.  This ensures that encrypted data can only be read by the LDAP 

proxy server itself.  To provide an additional measure of security, the data is protected 

with a secret key, .  This not only restricts data access to users with knowledge of 

the secret key, , but also ensures that a compromised LDAP proxy server key can-

not be used to read protected information. 

An additional measure of protection is provided when using the active LDAP 

proxy configuration.  Not only is the data protected as previously described, but 

access to that data is further controlled by the LDAP proxy server.  Only a user that 

provides the same password used to bootstrap the authentication string is allowed to 

access the data.  This prevents a dedicated administrator from spoofing an authorized 

user by changing the user password to some known value.  While doing so would al-

low the user to be authenticated at the destination LDAP server, it would not satisfy 

the requirements of the LDAP proxy, which matches the password provided with the 

password hash in the authentication string.  The attacker would need to obtain a new 

authentication string from the LDAP proxy server, which would require knowledge of 

the old password to change.  So even if  were compromised, the user’s original 

password would also need to be compromised to access data protected by an active 

LDAP proxy configuration. 

Therefore, protecting  is of critical importance.  To keep the actual key safe, a 

user may choose to store it on removable media, or in some other encrypted form.  

However, the key must be presented to the LDAP proxy server to allow for data en-

cryption and decryption.  This is why the encrypted authentication strings are applied:  

to protect .  For a passive LDAP proxy configuration, the authentication string is 

encrypted first using the client’s private key, , which helps to prevent an attacker 

from creating his own authentication string with the original client’s username and 

password, because only the client would be able to correctly encode this first part of 

the authentication string3.  This encrypted value is then further encrypted, using the 

LDAP proxy server’s public key, , which ensures that only the LDAP proxy server 

is able to decrypt the string.  Once decrypted, it can confirm the message was origi-

                                                           
2 We assume the LDAP proxy server and its keys are administered securely, and have not been 

compromised by a dedicated administrator. 
3 As before, we assume the client’s public/private key has not been compromised by an attack-

er. 
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nally encrypted by the client, by using the client’s public key, , obtained from an 

enterprise certificate authority (CA). 

5.2 Addressing Design Goals 

Several design goals were presented in Section 3.2.  We will now discuss how this 

solution meets those goals. 

5.2.1 Adhere to Existing LDAP Standards 

When presenting a new communication protocol, which enhances an existing pro-

tocol, it is critical that the new solution does not severely limit the functionality pro-

vided by the original.  Our solution provides complete support for LDAP functionality 

on unencrypted data by simply acting as a data proxy, passing client requests directly 

to the destination LDAP server, and relaying responses back to the client.  However, 

with encrypted attributes, we must carefully consider whether or not existing LDAP 

functions can operate as expected.  LDAPv3 [17] provides support for the following 

operations:  StartTLS, Bind, Unbind, Search, Modify, Add, Delete, ModifyDN, Com-

pare, Abandon, Unsolicited, and Extended.   

Briefly we will describe those operations that are easy for the LDAP proxy to relay 

between the client and destination LDAP server, and that do not require further ex-

planation.  Unbind simply closes an LDAP connection.  ModifyDN is a way to change 

the unique identifier of an object in a directory.  Since the unique identifier of an ob-

ject should not be duplicated, it should be stored in unencrypted form, and thus would 

not be handled by the LDAP proxy.  Abandon allows a client to request that an un-

completed operation be abandoned by the server.  Unsolicited is a method for the 

LDAP server to send the client an unsolicited message, usually pertaining to the con-

dition of the server.  Extended operations allow the LDAP protocol to be extended to 

support additional functionality.  These would need to be handled on a per-case basis, 

but we will generally assume that such messages could be easily relayed by the LDAP 

proxy. 

The StartTLS operation allows the client and server to establish a TLS channel 

prior to any LDAP communication.  Since the client in our solution intends to com-

municate directly with the LDAP proxy, this operation will be supported.  The LDAP 

proxy will establish its own secure channel with the destination LDAP server.  The 

security of this channel depends on the capabilities of the destination server, which 

may or may not include TLS or SSL. 

Bind is the authentication mechanism of LDAP.  Client credentials, such as unique 

identifier (username) and password are passed to an LDAP server for authentication.  

Sometimes this is done using a ―simple bind,‖ in which the username and password 

are sent in clear-text between the client and server.  This is a common practice among 

directory services, and is protected by the underlying transport security of SSL, TLS, 

etc. [18].  Other methods of authentication include SASL [19].  In each instance, the 

authentication mechanism can be carried out via proxy.  Essentially, this is a desired 

―man-in-the-middle‖ attack, where the LDAP proxy is the ―man-in-the-middle.‖  

Usually, this attack is prevented by using a secure channel, and actual ―man-in-the-

middle‖ attacks on this protocol are prevented by the use of secure channels between 
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the client and the LDAP proxy, and between the LDAP proxy and the destination 

LDAP server. 

Search operations find directory entries specified by parameters sent by the client.  

The response is a list of the objects that match the search parameters, including cer-

tain attributes.  The limitation of our solution with search operations is that encrypted 

values could not be included in the search string, also called a search filter.  If this 

were allowed, the LDAP proxy would have to decrypt all values of a particular 

attribute for all objects to check for a match.  Not only would this be time-consuming, 

but the requesting user may not have access to other objects’ attributes.  However, en-

crypted attributes could be returned in the response to the search request.  The LDAP 

proxy would handle decrypting these values if permitted. 

Compare operations can be easily handled by the LDAP proxy server.  A compare 

operation is a request to the LDAP server to check if a certain assertion is true for a 

particular directory entry.  If permitted, according to credential supplied with the au-

thentication string, the LDAP proxy would handle this comparison, after decrypting 

the necessary values.  The result would be returned to the client as expected. 

For Modify, Add, and Delete operations, our proposed protocol describes the 

process and decisions involved at the LDAP proxy server.  When adding or modify-

ing an encrypted attribute, a passive LDAP proxy would simply write the encrypted 

value to the directory.  An active LDAP proxy would first confirm the user had ade-

quate permission before writing the value.  Deleting an attribute using a passive 

LDAP proxy would be completed as expected, but with an active LDAP proxy, access 

controls could be implemented to specify which users had permission to perform de-

lete operations. 

5.2.2 No Additional Client or Server Software  

The topology of our solution places the LDAP proxy server as a communication 

link between the client and destination LDAP server.  The only changes necessary to 

the client are to replace the existing username string with a modified authentication 

string, which is either user-generated (passive configuration), or generated by the 

LDAP proxy (active configuration).  The destination LDAP server requires no 

changes or additional software, unless specific configurations exist to limit communi-

cation from certain hosts, in which case, the LDAP proxy server would need to be 

added to that list.   

5.2.3 Interoperable with Existing Clients and Servers 

All communication between the client and LDAP proxy server occurs over stan-

dard LDAP ports, using standard LDAP operations.  Likewise, all communication be-

tween the LDAP proxy server and destination LDAP server occur using standard 

LDAP communication, under the context of the client connected to the LDAP proxy 

server.  One limitation to note is that some clients may not allow very long strings to 

be input as the username for bind operations.  We find this to be unlikely, as distin-

guished names are often required to be specified as the client username, and these can 

be quite long.  The new authentication string would be the length of the original user-

name, plus the destination server name and port.  This would be followed by , 
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which, as an example, would be 32 bytes long if a 256 bit key is used.  Next, the hash 

of the user’s password, which would be 20 bytes if a SHA-1 hash were used.  Assum-

ing the server name and port length was around 20 characters, the original length of 

the username string would be extended by around 72 characters.  Because this value is 

then encoded using the LDAP proxy symmetric key, , the actual length of the 

string will be a multiple of the block size of the cipher used to encrypt the data.  

Symmetric encryption was selected over asymmetric encryption in this case (i.e. en-

crypting with  and then ) due to performance issues.  While the asymmetric 

cipher would result in a smaller ciphertext, the performance gain of doing a single 

symmetric cipher outweighs the additional space used to store the result.  For block 

sizes of 256 bits, the output would be in multiples of 32 bytes, which is probably not 

going to make any difference to a client application able to store long username val-

ues anyway.  However, this may cause some problems for clients with severely li-

mited username fields. 

5.2.4 Share Access to Encrypted Information with Other Users 

Sharing access to protected information is an important consideration for some us-

ers.  Normally, access is controlled via ACLs, but standard ACLs are subject to at-

tack.  This solution provides a method for users to share access to encrypted informa-

tion with other users, while maintaining the security of the data. 

For passive LDAP proxy configurations, all the user needs to share is .  Another 

user can use to create an authentication string of their own, and use that string to 

request access to the data via the LDAP proxy.  For an active configuration, not only 

does  need to be shared, but additional action must be completed by the data owner 

(who specified in the data stored by the LDAP proxy server in the destination directo-

ry.)  The owner must obtain a hash of the additional user’s password  and apply 

that to the access control structure maintained by the LDAP proxy.  The additional 

user must also interact with the LDAP proxy to obtain an encrypted authentication 

string. 

5.2.5 Easy to Use 

The previous sections detail how the solution works with existing LDAP clients 

and servers without detailed configuration changes.  The only other interaction re-

quired by the user would be when using an active configuration.  In this case, the user 

would need to use the LDAP proxy server to obtain an authentication string and spe-

cify access controls.  A well-designed web interface would make this interaction easy 

for users, proving them with the means to specify which attributes should be marked 

as encrypted, which other users should have access, and so on.  Additionally, a web 

form could be used to accept user input to generate the authentication string.  Some 

difficulty could arise when users as asked to enter , the hash of another user’s 

password.  This could be alleviated by the implementation of another simple interface 

the other user could use to create a password hash, given the password as input.  As 

before, we assume these interactions are protected by secure communication protocols 

(i.e. HTTPS), and that the LDAP proxy server has not been compromised. 
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5.2.6 Manage Encrypted and Unencrypted Attributes without Changing Client 

or Server Configuration 

We have discussed how a small configuration change is required on the client to 

enable interaction with the LDAP proxy.  The intention of this design goal is to allow 

the client to process both encrypted and unencrypted data without having to further 

change the authentication string specified in the bind operation.  The solution to this 

challenge is to allow the LDAP proxy server to determine if an attribute in the desti-

nation directory is encrypted.  If so, the attribute is processed using credentials sup-

plied by the user in the authentication string.  If not, the LDAP server processes the 

request using the same credentials supplied, but does not need to perform any encryp-

tion, decryption, or access control checking.  It should be noted that while this solu-

tion will allow any client to secure data in any LDAP server, a unique authentication 

string will be need to be generated for each destination server.   

5.3 Attack Scenarios 

The primary goal of this solution is to prevent unauthorized access of protected di-

rectory information.  This does not include preventing an attacker from replacing ex-

isting data with incorrect values, another insider threat.  We will not address that is-

sue, but instead will focus on the methods by which a dedicated administrative 

attacker could try to compromise protected data.   

In [20], several threats are presented for Active Directory.  These threats can gen-

erally be extended to model threats to other LDAP directories as well, and we will 

address two of these threats in particular, Spoofing and Elevation of Privileges.  

Spoofing is the attempt by the attacker to act as either a specific client or intended 

server, without the knowledge of the other party.  Elevation of Privileges is the unau-

thorized modification of access controls on directory objects to allow an attacker 

access to the data.  Both of these threats are likely methods by which an attacker 

could attempt to compromise the solution presented here.  Other threats are possible, 

but many are mitigated by the use of a secure channel, or by encrypting object data, 

which our solution provides by default.  

5.3.1 Spoofing 

There are several different ways an attacker could spoof the client. Without com-

promising the LDAP proxy, however, the use of PKI will prevent the LDAP proxy 

from being spoofed as the server.  To spoof the client, the attacker would need to gain 

access to different pieces of information, depending on whether a passive or active 

LDAP proxy configuration was used.  If using the passive configuration, the attacker 

would need to obtain  to be able to read protected data.  Additionally, if the attacker 

wanted to truly spoof the client, that is, make it appear as if the client had accessed the 

data, the attacker would need to either compromise the user password, or reset the 

password to one known to the attacker, and compromise or reset the user’s public key, 

.  With that knowledge, the attacker would then create an authentication string us-

ing the original username, destination server and port, and the compromised , and 
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encrypt it using the compromised or reset public key, .  That would then be pro-

vided with the compromised or reset password to successfully connect, bind, and 

access the protected data from the directory server. 

When considering an active configuration, however, the attacker must compromise 

more than just .  To mount a successful attack, the attacker must also compromise 

the original password used by the client to encrypt the data.  Without that component, 

a duplicate authentication string could not be generated using the LDAP proxy, and 

the attacker could not match the value in the authentication string with the cor-

rect  as the password. 

Another possibility for a spoofing attack would be to compromise the authentica-

tion string itself.  Depending on the configuration of the client’s LDAP application, 

the authentication string may be stored in an easily accessible location.  Compromis-

ing the entire string would allow the attacker to access protected data in a passive con-

figuration (assuming the attacker could successfully authenticate to the destination 

LDAP server), but would not allow the attacker access to protected data in an active 

configuration.  In this case, as before, the attacker would also need to know the cor-

rect password, . 

5.3.2  Elevation of Privileges 

The second possible threat to our solution is by a dedicated administrator threat 

that targets the data in the directory itself, rather than the client application.  The nor-

mal approach to this attack is to modify ACL settings on protected data, access the 

data, and replace ACL settings without being detected.  Diligent auditing of such 

events can help mitigate this threat, but a dedicated administrator may have access to 

alter monitoring logs. 

Our solution does not rely on traditional ACLs to protect the data in the directory. 

Rather, we rely on encryption using keys that the administrator does not have access 

to.  By protecting the keys used by the LDAP proxy (  and ), the PKI keys used 

by both the LDAP proxy and the client ( , , and ), and the client’s secret 

key ( ), we keep an attacker from compromising the data encrypted in the directory.  

This may seem like a difficult task, but PKI keys are generally well protected by the 

CA, and secure administration techniques, such as key hiding or obfuscation, can 

keep  secret from even the server administrator.  The weakest link in preventing 

this type of attack is the security of .  Even if this key were compromised, and the 

attacker had the other components necessary to decrypt the data, only the information 

encrypted by  would be vulnerable to disclosure. 

5.4 Comparison 

Comparing the two methods, active and passive LDAP proxy, it is clear that the ac-

tive configuration provides more protection against dedicated administrator attacks.  

However, this protection comes at the expense of performance.  Validating that a 

client’s authentication string contains the value that matches the provided pass-

word takes time, as does matching requests for access against ACLs that contain other 

clients’ values.  Additionally, more user interaction is required with the active 
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configuration, both to set up encrypted attributes, and to manage access to the data.  

Each time the user’s password changes (or any authorized user’s password changes), 

updates must be made to the ACL maintained on that data by the LDAP proxy.  

Therefore, for faster response time, with security that rests on the secrecy of  alone, 

the passive configuration is superior.  For better security, where additional informa-

tion must be compromised for an attack to succeed, but at lower response times, with 

greater user interaction necessary, the active configuration would be the best choice. 

6. Conclusion and Future Work 

We have described a protocol for encrypting directory services information.  This 

protocol provides data protection without relying on additional software or extensive 

reconfiguration to either the client or server components.  Rather, it adds an LDAP 

proxy server to handle encryption and decryption of data, based on information con-

tained in an authentication string provided by the client.  The configuration provides 

basic protection in a passive mode, and more comprehensive protection in an active 

mode, but at the expense of response time and increased user interaction.  Future 

work includes exploring ways to prevent attackers from replacing existing data with 

incorrect data.  Additional work could include implementing an LDAP proxy server 

and measuring the performance and impact against a real-world LDAP configuration.  

Possible measurements include response time of both the client and server, additional 

storage requirements in the destination LDAP server, and interoperability with a va-

riety of existing client and server applications.  
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